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Developers rely on the eBPF framework to augment operating system (OS) behavior for the betterment
of database management system (DBMS) without having to modify kernel code. But eBPF’s verifier limits
program complexity and data management functionality. As a result eBPF’s storage options are limited to
kernel-resident, non-durable data structures that lack transactional guarantees.

Inspired by embedded DBMSs for user-space applications, this paper present BPF-DB, an OS-embedded
DBMS that offers transactional data management for eBPF applications. We explore the storage management
and concurrency control challenges associated with DBMS design in eBPF’s restrictive execution environment.
We demonstrate BPF-DB’s capabilities with two applications based on real-world systems. The first is a
Redis-compatible in-memory DBMS that uses BPF-DB as its transactional storage engine. This system matches
the performance of state-of-the-art implementations while offering stronger transactional guarantees. The
second application implements a stored procedure-based DBMS that provides serializable multi-statement
transactions. We compare this application against VoltDB, with BPF-DB achieving 43% higher throughput.
BPF-DB’s robust and high-performance transactional semantics enable emerging kernel-space applications.
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1 Introduction
Cloud services increasingly rely on eBPF to solve large-scale networking, security, observability, and
performance problems [10, 12, 14]. For example, Meta loads over 40 eBPF programs on every server,
with hundredsmore loaded on demand [63]. eBPF enables user-bypassmethods that push application
logic into the operating system (OS) without modifying kernel code [28]. Embedding custom
behavior into OS services improves performance by reducing user-space application overheads like
process scheduling, system calls, and data movement between kernel-space.

As more developers adopt eBPF and apply user-bypass techniques, there is a need for more robust
data management solutions. The only choice for programs today is to store their data in eBPF maps
(e.g., hash tables) that do not offer ACID (i.e., atomicity, consistency, isolation, durability) properties.
For example, eBPF offers safe concurrent accesses for multi-threaded applications based on Linux’s
read-copy-update (RCU) semantics, but only for a single read/update operation. This limitation
forces developers to implement their own synchronization mechanisms to avoid race conditions.
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Similarly, eBPF programs do not support inter-process communication (IPC) and must coordinate
concurrent execution through eBPF maps with bespoke logic that is onerous and error-prone. Lastly,
eBPF maps reside in kernel-space memory without a method to persist their contents on disk.
As a workaround, eBPF developers may choose to store their application state in a user-space

DBMS. For example, Meta’s eBPF-based load-balancer bundles both SQLite and RocksDB as depen-
dencies for state management [16]. However, eBPF programs cannot communicate synchronously
with user-space processes. This restriction makes it impossible for event-driven, time-limited eBPF
programs to retrieve and modify data within their execution budget.
A better approach is for developers to create user-bypass applications using a eBPF-native

DBMS that provides the critical features but without sacrificing their system’s security or stability.
However, eBPF’s verifier restricts using an off-the-shelf embedded DBMS because it prevents
linking outside libraries. Furthermore, existing DBMSs do not conform to the verifier’s rules for
safe memory access, termination, and limited API. Refactoring an existing DBMS to conform to
eBPF’s verifier is impractical—instead a DBMS for eBPF must be designed from scratch.

Given this, we present BPF-DB, a kernel-embedded DBMS that offers ACID-compliant transac-
tions for eBPF applications. We discuss our deviations from traditional DBMS design to suit eBPF’s
restrictive execution environment. To demonstrate BPF-DB, we build two distinct, kernel-resident
applications. The first is a Redis-compatible server that we compare against state-of-the-art systems.
The second system demonstrates serializable transactions running in kernel-space. Our experimen-
tal analysis shows that BPF-DB achieves up to 43% higher throughput than existing systems while
supporting multi-statement transactions. We contend that BPF-DB’s performance with support
ACID-compliant transactions will enable new opportunities for kernel-space applications built for
OS-embedded environments like eBPF.

This paper is organized as follows. We first discuss embedded DBMSs and expand on the limited
data management options in eBPF’s runtime in Section 2. Then, we introduce BPF-DB in Section 3.
Next, in Section 4, we detail the implementation challenges and design decisions of BPF-DB in
the context of traditional DBMS solutions. We demonstrate two applications built on BPF-DB in
Section 5 and then evaluate them in Section 6. We survey related work in Section 7, briefly discuss
future opportunities in Section 8, and provide concluding remarks in Section 9.

2 Background
McCanne and Jacobson introduced the original Berkeley Packet Filter (BPF) library in 1993 [49].
BPF enabled the execution of user-written code in the OS kernel via a reduced instruction set
virtual machine (VM). With only 22 instructions and minimal capabilities, developers wrote BPF
programs as bytecode rather than compiling from a higher-level language.

Two decades later, Linux introduced “extended” BPF (eBPF) that expands its semantics to enable
developers to create safe, event-driven programs running in kernel-space without the complexity
or safety concerns of kernel modules [62]. eBPF provides a more robust VM than the original BPF
VM with three key features: (1) kernel-embedded data structures (i.e., eBPF maps), (2) access to
kernel functions via eBPF helpers, and (3) greater expressiveness via increased program length
and additional registers. Microsoft has an open-source, clean room implementation of eBPF for
Windows, but it currently does not support all of Linux’s features [14]. Similarly, Android recently
added limited eBPF support [8].
eBPF programs still use a limited instruction set, though their capabilities have increased to

include function calls, loops, and the ability to tail call from one eBPF program to others. Rather than
writing bytecode, modern GCC and LLVM compilers enable developers to write eBPF programs in
higher-level languages (e.g., C, Rust, Go). eBPF programs load into the kernel via the bpf() system
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Fig. 1. eBPF Program Using eBPF Maps – The kernel offers non-durable, in-memory storage for eBPF
programs called maps.

call, which first verifies the program before just-in-time (JIT) compiling the bytecode to native
machine code for faster runtime execution.
eBPF program execution is event-driven. After loading their eBPF programs into kernel-space,

developers then associate corresponding events (e.g., functions, static tracepoints) to trigger program
execution. When a running process hits the attachment point, the eBPF program starts execution
in privileged mode.

2.1 eBPF Verifier
Because the CPU is in privileged mode when eBPF programs run, the kernel requires them to pass
a verification step before loading. eBPF’s verifier enforces kernel API compliance, memory access
safety, execution bounds, and instruction count. The verifier generates a control flow graph (CFG)
for all possible branches of the program and enforces limits like 512 B maximum stack size.

While exploring the CFG, eBPF’s verifier terminates after processing 1 M instructions and rejects
the program. Although this creates a de facto limit of 1 M instructions for an eBPF program, the
limit is much lower in practice due to how the verifier processes programs’ conditional logic. The
verifier explores all branch and loop states, exponentially increasing verifier work with nested
branches or loops. For example, if a loop examines eight elements of an array, the verifier simulates
the program state through all loop iterations. Any eBPF code inside the loop will count eight times
toward the verifier’s 1 M instruction limit [2].

2.2 eBPF Maps
To overcome this limit, eBPF supports tail calls between eBPF programs. Unlike calling a function,
tail calling jumps to the new program location, overwrites the call stack, and does not return to the
caller upon completion. For example, one eBPF program could parse a network buffer and then tail
call into different eBPF programs depending on the buffer’s contents. Decomposing application
logic into separate eBPF programs and chaining them with tail calls allows applications to expand
the verifier’s instruction limits. However, the verifier restricts programs to a maximum of 33 tail
calls in a sequence, imposing a total verification complexity limit of 34 M eBPF instructions across
34 programs. Because the stack does not persist between tail calls, applications must rely on eBPF
maps to carry state between eBPF programs.
eBPF programs store data using a a key-value interface using in-memory, non-durable data

structures called maps that reside in kernel-space. Figure 1 shows an example of a program in
kernel-space using eBPF helpers to interact with maps. The underlying behavior, supported data
types, and storage structures vary per map type. Some maps support custom key types (e.g., hash
table), and others only expect numeric indexes for their keys (e.g., array).

Althoughmaps are safe for concurrent access due to the Linux’s read-copy-update (RCU) interface,
each access is a single atomic operation [50]. These abstractions are sufficient if programs attach
to points without concurrent execution (e.g., single-threaded application). eBPF does not provide
atomic read and write operations on multiple entries either within the same map or across multiple
maps. Since multiple programs can attach to multi-threaded applications or launch from kernel tasks
via CPU interrupts, developers must consider race conditions when interleaving map operations.
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Synchronization of eBPF programs is challenging to implement without a coordination mecha-
nism and access to the kernel’s RCU primitives. eBPF maps do not expose any way to roll back
operations, so guaranteeing execution with “exactly once” semantics is non-obvious. As a reduced
instruction set, eBPF supports a subset of common atomic instructions (e.g., ADD, AND, OR, XOR, XCHG,
CMPXCHG) [7]. The kernel provides mutual exclusion via a spin latch eBPF helper, but the verifier
restricts the scenarios when programs can use it. For example, the verifier enforces that the eBPF
program does not call functions while holding a latch, and programs cannot hold more than one
latch at a time to prevent deadlocks. As such, programs cannot use a spin latch to provide mutual
exclusion to access multiple entries simultaneously.

2.3 eBPF Applications
The need for eBPF grew out of high-performance network packet processing, but its applications
now extend to container coordination, performance engineering, security enforcement, and more.
Cilium is a container networking interface (CNI) encompassing all these aspects, allowing developers
to customize their Kubernetes container environment in kernel-space [10]. Meta drives a significant
amount of Linux kernel enhancement for eBPF, and their Katran load balancer manages traffic in
all their data centers [12].
Observability has been a significant driver for eBPF adoption due to its flexibility and native

integration with the Linux kernel [38]. Off-the-shelf tools like BCC bundle eBPF programs to
measure resources like I/O activity, CPU time, and file system behavior [13]. For application-
specific tracing, bpftrace provides a high-level scripting language that generates eBPF programs at
runtime, allowing developers to analyze system performance without downtime [9]. Combining
these approaches offers developers new ways to debug, test, and optimize system software [51].

Due to its safe integration with the Linux kernel, eBPF presents new ways for DBMSs to tune OS-
specific knobs. In 2023, Oracle introduced bpftune to automatically adjust network stack parameters
with the eventual goal of extending its behavior to other knobs [47]. Furthermore, researchers
recently explored dynamically adjusting OS mutex policies at runtime using eBPF [54, 55].
Enterprises continually create more complex and critical applications based on eBPF. For ex-

ample, Microsoft recently deployed their eBPF-based endpoint security for Microsoft Defender
and deprecated the old kernel access methods [4]. eBPF provides safer and more efficient ways to
modify kernel behavior for security applications without relying on hazardous kernel drivers [52].
However, as application complexity grows, developers increasingly describe the challenges of
maintaining program state in the simple data structures provided by eBPF maps [73].

2.4 Embedded DBMSs
Most DBMSs run as dedicated user-space processes where client applications send queries and
retrieve results from the DBMS via a DBMS-specific inter-process communication (IPC) protocol.
In contrast, embedded DBMSs run in the same process as the client application, either by including
the DBMS source code or linking the DBMS as a library. Clients interact with an embedded DBMS
through an API to access database contents in the context of their own source code, thread execution,
and process address space. Developers may use an embedded DBMS if their application is the only
database client or the deployment environment does not offer robust multitasking or IPC (e.g.,
embedded systems).

Embedded DBMSs vary in their capabilities and complexity. SQL systems like SQLite and DuckDB
offer ACID transactions and robust analytics performance, respectively [33, 56]. Other embedded
DBMSs like Berkeley DB and RocksDB present a key-value interface and enable client applications
to run transactions over database contents [31, 53]. Embedded DBMSs simplify the non-trivial
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Fig. 2. eBPF Program Using BPF-DB – eBPF programs store their data in kernel-resident, in-memory data
structures called eBPF maps. BPF-DB provides robust data management for eBPF programs with serializable
transactions and optional durability with write-ahead logging (WAL).

work of query processing and data integrity so developers can focus on their application’s core
functionalities.
There are two common patterns for building applications with embedded DBMSs. The first

approach is where the application bundles an embedded DBMS to manage its state. The second
approach is a specialization of the first, where the client application is a full-featured DBMS that
uses the embedded DBMS as its transactional storage manager. For example, RocksDB serves as the
storage manager for MySQL and Cassandra variants MyRocks and Rocksandra, respectively [1, 48].
To our knowledge, there are no other attempts at designing an in-process, kernel-embedded,

transactional DBMS for eBPF programs. eBPF’s verifier prevents using existing embedded DBMSs
because it does not allow linking outside libraries. Furthermore, existing DBMSs do not conform to
the verifier’s rules for safe memory access, termination, and limited API. Refactoring an existing
DBMS to conform to eBPF’s verifier is impractical. We contend that a new DBMS architecture that
is tailored to eBPF’s environment is necessary.

3 BPF-DB Overview
Given the above challenges, we present a DBMS architecture that provides transactional data
management for eBPF programs. BPF-DB is an in-memory DBMS that runs in kernel-space and
supports serializable ACID transactions via a key-value interface. Figure 1 shows an eBPF program
storing data in non-durable eBPF maps using kernel-provided helper functions. In contrast, Figure 2
presents an eBPF program using BPF-DB’s operators (e.g., BEGIN, GET, COMMIT) to manage data
with ACID guarantees. BPF-DB stores database contents in eBPF maps that it optionally persists
via write-ahead logging (WAL). Client applications only access the database through BPF-DB’s
operators, but they can also use other eBPF maps to store ephemeral data.
To deploy BPF-DB, eBPF developers implement their application logic in standalone programs.

Developers then compile their application with BPF-DB and load the eBPF programs into the
kernel with the bpf() system call. Once verified and loaded into the kernel, BPF-DB instantiates
its eBPF maps, and applications can start accessing database contents. We next describe the ACID
properties that BPF-DB provides for eBPF data. Then, we discuss the programming model for
accessing operators. Lastly, we detail BPF-DB’s operator behavior.

3.1 ACID Semantics
Transactions enable developers to group multiple database accesses together and appear as though
they occur as a single logical event. BPF-DB also provides roll-back semantics to eBPF programs.
When combined with transaction atomicity, BPF-DB ensures that either all operations in a transac-
tion complete or none of them complete.

BPF-DB makes it easier for eBPF developers to consider race conditions through consistency and
isolation. For example, BPF-DB’s key-value API maintains primary key semantics so applications
can uniquely address records and use BPF-DB as their primary data store. For eBPF programs
accessing BPF-DB from multiple threads, their transactions proceed as if running in isolation as
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Fig. 3. Continuations for SET – BPF-DB’s SET operator (shown in red) with application logic (shown in
blue). Continuation complexity determines whether they are tail called programs or logic embedded in the
operator.

long as their operations do not violate serializability. Developers receive feedback when their
transactions cannot commit and can react depending on the semantics of their application (e.g.,
retry). BPF-DB’s design provides eBPF programs with “exactly once” semantics. Lastly, BPF-DB can
optionally record modifying transactions to a write-ahead log (WAL), ensuring the durability of all
writes to the DBMS. eBPF maps are not persistent and do not provide an interface to save their
contents to disk. BPF-DB addresses this shortcoming by exporting a WAL of its operations that a
user-space application can store on disk or replicate over the network.

3.2 Continuation-Passing Style
Developers define eBPF program sequences akin to stored procedures that interleave application
logic with BPF-DB’s operators. However, BPF-DB’s operators are not functions and instead are
self-contained eBPF programs that applications tail call using continuation-passing style (CPS)
logic [65]. With this form of control flow, developers define continuations when tail calling an
operator. Upon completion, rather than returning to its caller as in direct style, the operator calls
the appropriate continuation. Developers construct procedures that tail call through multiple eBPF
programs and BPF-DB operators through continuations.
Depending on the operator, developers define continuations from four possible states. GET

operators require continuations for whether a key exists. The OK state signifies that the called
operator succeeded and is ready to tail call its continuation. In contrast, the Error state denotes that
the request cannot proceed and that the transaction is now in a failed state and cannot commit.
Error states can originate from several sources. First, BPF-DB employs locking to provide ACID
semantics, and lock conflicts for a GET or SET operator cause an Error state. Second, if WAL is
enabled and BPF-DB cannot write an entry due to a full buffer, it will generate an Error state. Lastly,
BPF-DB checks the return code of the kernel’s eBPF helper function calls. If any of these functions
fail due to an internal constraint (e.g., out of memory), then BPF-DB reports an Error state.

In an Error scenario, BPF-DB operators perform any local cleanup before calling continuations
so as not to leave the system in an invalid state. For example, if BPF-DB’s SET fails to write a
value after already acquiring the lock on a key, it reverses the locking process, leaves the key
metadata unchanged, reports an Error state, and calls the appropriate continuation. BPF-DB does
not automatically roll back entire transactions in an Error state. Instead, it gives applications the
opportunity to perform additional processing (e.g., clean up state, process remaining events) before
applications explicitly call the ROLL BACK operator.
Figure 3 shows CFGs of BPF-DB’s CPS design integrated with custom application logic. In

Figure 3a, each box represents an eBPF program, with application logic in blue and BPF-DB
operators in red. In this example, a parser written in eBPF receives a query to set the key “foo” to
the value “bar”. If the string is a valid query, the parser populates a Context object that BPF-DB
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Table 1. BPF-DBOperators and Continuation States – Developers define logic for each BPF-DB operator’s
continuations.

Operator Continuation States

BEGIN (1) OK, (2) Error
BEGIN (read-only) (1) OK
GET (1) Key found, (2) Key not found, (3) Error
GET (read-only) (1) Key found, (2) Key not found
GET (auto-commit) (1) Key found, (2) Key not found
SET (1) OK, (2) Error
SET (auto-commit) (1) OK, (2) Error
COMMIT (1) OK, (2) Error
COMMIT (read-only) (1) OK
ROLL BACK (1) OK

stores in an eBPF map with both the key and the value and tail calls into the SET operator. The SET
operator runs and either tail calls to the error handler because it could not set the value or tail calls
to the success handler. If the continuations’ logic is simple enough not to add significant verifier
complexity, the code may be inlined with the operator, as shown in Figure 3b. This optimization
improves performance by reducing the number of tail calls between eBPF programs that otherwise
incur an overhead of tens of nanoseconds [29].

BPF-DB’s CPS architecture provides multiple benefits. First, its operators are self-contained eBPF
programs accessed through tail calls, so their eBPF instructions do not count against a verifier’s
instruction limit. Second, we define BPF-DB’s operators (along with their continuations) separately
so developers can write applications in any eBPF-supported programming language and then
compile and load BPF-DB into the Linux kernel independently. Lastly, the separation of BPF-DB
and application logic simplifies development and provides runtime benefits. The Linux kernel
atomically loads and unloads eBPF programs so developers can independently modify applications
and BPF-DB logic without downtime.

3.3 Operators
BPF-DB presents a key-value interface to applications. Table 1 shows its operators along with their
possible tail call continuations. Application must define all continuations for operators they use.
Otherwise, BPF-DB’s code will fail to compile. Like other key-value DBMSs, BPF-DB’s operators
are not strongly typed. Keys and values are byte sequences with corresponding length attributes,
and applications use their own data encoding scheme.
BPF-DB provides explicit read-only transactions for performance optimization and developer

convenience. Because BPF-DB maintains multiple versions of database records, non-modifying
transactions can proceed without blocking writers. Read-only transactions do not contain any
Error states because they do not acquire locks or flush log records. Read-only transactions also
do not perform writes on database contents using eBPF helpers. This design improves BPF-DB’s
performance and reduces the number of continuations for application developers to define.

A benefit of compiling BPF-DB operators with client applications is that compilers can optimize
the generated eBPF code for continuation definitions and knob settings (e.g., WAL enabled, maxi-
mum number of versions, maximum locks per transaction). The result is specialized operators akin
to pre-compiled stored procedures. For example, turning logging on or off is a compile-time constant
for BPF-DB operators. If logging is off at compilation time, an optimizing compiler like Clang
or GCC will omit all WAL logic during dead code elimination. However, this design choice does
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not prevent developers from enabling BPF-DB’s WAL during runtime. By recompiling BPF-DB’s
operators with logging enabled, the compiler generates new eBPF programs that can be atomically
swapped with existing programs using the bpf() system call.
Since BPF-DB exposes a low-level API (similar to RocksDB), developers are responsible for

producing valid BPF-DB procedures. For example, custom procedures must not BEGIN a modifying
transaction and then call BPF-DB’s read-only COMMIT operator. This is a suitable design choice for
multiple reasons. First, eBPF is amenable to code generation from high-level scripting languages. A
future domain-specific language and compiler could enforce BPF-DB constraints at code generation
time, similar to checks within eBPF’s verifier. We discuss the concept of code generation in greater
depth in Section 8. Second, if an application provides interactive transactions to clients, whereby
clients invoke behavior that violates BPF-DB’s semantics, the application can implement runtime
validation logic. For example, the parser in Figure 3 could handle a client calling an invalid command
sequence with its own continuations rather than calling into BPF-DB. Third, eBPF developers are
used to disciplined software design due to the eBPF verifier’s strict requirements, and BPF-DB’s
requirements are no more onerous than existing eBPF limitations.

4 System Architecture
As described in Section 3, BPF-DB is an embedded DBMS that stores database contents in eBPF
maps with ACID guarantees. BPF-DB uses several eBPF maps to coordinate global state in the
system, as shown in Figure 2. The contextsmap stores context objects for each client session. Each
context contains BPF-DB metadata like the current transaction status, transaction timestamp, locks
held, and buffers for I/O with operators (i.e., key, value). Developers can also append custom fields
to the context object to carry application-specific state between tail calls.

User-space DBMSs often map a single process or thread to a session and use this as its identifier,
however BPF-DB cannot make any assumptions about its operators’ execution contexts. eBPF
programs attach arbitrarily, so applications must define their own semantics for a session identifier.
For example, an application attached in the network layer cannot use process ID as a stable session
identifier because network sessions can migrate to different handlers depending on system load. In
this case, a combination of IP addresses and ports can reliably map to a distinct client session.
The timestamps map maintains a single struct that all sessions use. We detail BPF-DB’s use of

these values in Sections 4.1 and 4.2. The programs map contains all of the application’s eBPF pro-
grams, including client logic and BPF-DB operators. Developers use this map to define continuations
that tail call eBPF programs, as described in Section 3.2.

4.1 Storage Management
BPF-DB stores a database in kernel-resident data structures to access and manage the contents for
other eBPF applications. As detailed in Section 2.2, the only memory that eBPF programs can use
to retain data between program executions is eBPF maps. In this execution environment, there is
no API to access the heap (i.e., dynamic memory allocation) like malloc().
Given this, BPF-DB uses eBPF maps to store its database contents. eBPF programs must define

their eBPF maps and corresponding key and value sizes before being loaded into the kernel. This
requirement exists because the verifier must ensure programs do not access keys or values out of
bounds. Because BPF-DB stores its data in kernel memory independent from its eBPF programs,
developers can load and unload client applications and BPF-DB operators without losing database
contents. This design is similar to how Scuba achieves system restarts without reloading data by
storing its database contents in shared system memory [35].
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index entry that maps to multiple values based on their commit timestamps.

A naïve implementation could use a single eBPF map for the entire database, where the DBMS
restricts keys and values to one size. However, this design trades simplicity for memory fragmenta-
tion: every key-value pair uses the maximum number of bytes regardless of size. BPF-DB works
around this lack of dynamism by instantiating eBPF maps for different size classes. Then, BPF-DB
stores values in the eBPF map that best suits their sizes, similar to user-space memory allocators
that maintain free lists for different object sizes [25, 26, 39, 70].

Figure 4 shows an overview of BPF-DB’s hierarchical eBPF maps that store its database contents.
The first level is the database index that contains keys and metadata (e.g., locks, timestamps) for
every record. BPF-DB always performs a lookup in the database index first to access a record. For a
GET operation, the absence of an index entry is enough information to determine that a key does
not exist. If an index entry does exist, then the GET operation performs a second eBPF map lookup
on the correct value map.
BPF-DB employs multi-versioned concurrency control (MVCC) to provide isolation between

concurrent transactions. The zoomed inset of Figure 4 details the contents of a single entry in
the database index, showing a key “foo” with two corresponding versions: (1) a value created at
timestamp 19 with a size of three bytes, and (2) a newer value created at timestamp 89 in a different
size class. Rather than using a centralized lock table, BPF-DB stores locks inline with the key and
version metadata [37]. We elaborate on BPF-DB’s locking and concurrency control in Section 4.2.

Linux restricts total eBPF map memory to the same limits as other kernel data. A combination
of kernel compile-time knobs and physical memory configuration determine the exact memory
values, though there are mechanisms to manage eBPF memory usage. For example, prior to Linux
kernel v5.11, rlimit controlled eBPF memory limits, whereas more recent versions expose cgroup
configurations for finer control [40].
Each database index entry also contains MVCC information for its key. Unlike most MVCC

DBMSs, the number of versions for each entry in BPF-DB is bounded. There are several reasons for
this design choice. (1) The eBPF verifier requires compile-time bounds on all loops, so traversing a
version chain requires an a priori limit on the number of elements a eBPF program will inspect.
(2) The lack of dynamic memory allocation precludes a linked list implementation for the version
chain. (3) BPF-DB assumes short transactions; thus, it will not need to maintain many versions of
an entry for extended periods.
Most MVCC DBMSs also order their version chains based on timestamps, either from newest-

to-oldest or oldest-to-newest [71]. The former optimizes for recent transactions to scan fewer
chain entries at the expense of increased contention and updating indexes. The latter simplifies
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index maintenance during updates, deferring their updates until garbage collection (GC) prunes
old versions.

BPF-DB implements neither of these version chain orderings—instead, it maintains an unordered
array of 8 B version timestamps. When a GET or SET operator needs to determine the correct
version of a record to access based on its timestamp, it scans the whole array. As described above,
version chains must be bounded to satisfy the eBPF verifier, and BPF-DB assumes transactions are
short-lived and thus does not need to maintain many old versions. For these reasons, we assume
that a version array fits within a CPU’s 64 B L1 cache line, corresponding to a maximum number
of eight versions. Scanning a data structure that fits within a cache line is fast, and the added logic
of maintaining an ordered version array is not worth the verifier complexity penalty.

BPF-DB performs GC to prune old versions that are not visible to any active transaction. BPF-DB
employs a cooperative GC approach where SET operators, if the version array is full, first remove
obsolete versions [44]. If SET is unable to prune any versions (i.e., all versions are still visible to
some running transaction) then it reports an Error state. BPF-DB employs cooperative GC to exploit
the fact that the SET operator must acquire the write lock on an entry to update it; this approach
avoids added contention from a separate GC worker acquiring locks. This design has the trade-off
of potentially allowing stale versions to persist in the database until a key’s version array fills and
triggers cooperative GC. If cooperative GC retains too many stale versions, a future optimization is
to create a background kernel worker that uses the bpf_timer() helper to perform GC at a fixed
interval. This approach would come at the expense of increased per-entry lock and eBPF map latch
contention. This design is evocative of Deuteronomy, which applies soft and hard limits to the
total number of versions in the system to trigger GC [46]. However, BPF-DB’s limits are more
fine-grained on a per-key basis. We explore changing version array sizes and disabling MVCC in
Sections 6.8 and 6.9, respectively.

4.2 Transaction Management
eBPF’s execution environment limits the possible concurrency control protocols in BPF-DB. Each
operator is a self-contained eBPF program and, thus, must contain all concurrency control logic
within it. Also, the protocol’s implementation must be simple enough to get past the eBPF verifier.
For example, OCC would not work because its commit logic that reevaluates database operations
against others to detect conflict is non-deterministic. As described in Section 2.2, eBPF’s inability
to nest spin latches or call eBPF helper functions while holding a latch disqualifies protocols with
complex mutual exclusion logic. Lastly, eBPF programs are event-driven and cannot yield their
thread or suspend execution. This requirement precludes protocols requiring a centralized scheduler
that can block threads on lock requests [58, 66].

BPF-DB uses a decentralized multi-versioned Strict Two-Phase Locking (Strict-2PL) protocol for
serializable transactions [23]. Operators acquire read and write locks that reside inline with the
records rather than in a centralized lock table [37]. Strict-2PL requires transactions to hold all their
locks until they commit or roll back. BPF-DB also employs a multi-version mixed optimization
(ROMV) whereby read-only transactions do not acquire any read locks but still maintain serializable
properties [23, 69].
BPF-DB’s timestamps map is the global synchronization point for concurrency control and

contains only a single element for operators to access. This object contains two fields: (1) BPF-DB’s
current global timestamp, and (2) the timestamp of the oldest running transaction in the system.
The struct also contains a spin latch used to provide mutual exclusion for the COMMIT operator. The
BEGIN operator uses the timestamps map to get the current timestamp at transaction start time,
and stores that in the session context for the duration of the transaction. The COMMIT operator
again uses the timestamps map—this time to increment the global current timestamp for the newly
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committed transaction, and to store the timestamp in the index for all modified versions. These
steps all take place under the timestamps map entry’s latch to prevent simultaneous committers.

Locking-based concurrency control introduces the potential for deadlocks, and DBMSs typically
implement either (1) deadlock detection or (2) deadlock prevention. Deadlock detection generates
dependency graphs and then applies a cycle detection algorithm—logic too complex for the eBPF ver-
ifier. Instead, BPF-DB employs deadlock prevention by allocating timestamps for multi-versioning
but does not use these timestamps to implement a wound-wait or wait-die deadlock policy. These
policies require coordination between workers to implement lock stealing and coordinate restarts,
and eBPF does not provide primitives for this behavior. Instead, BPF-DB applies a no-wait policy
for lock acquisition whereby SET operators that encounter a lock conflict immediately report an
Error state—regardless of their timestamp’s age relative to the transaction holding the lock. This
approach provides the fastest transaction performance for in-memory DBMSs [71].

4.3 Write-Ahead Logging
In-memory DBMSs rely on two methods to guarantee that they can restore their database contents
after a restart: logging and checkpointing. The challenge, however, is that these components are the
least amenable to applying user-bypass. This conflict stems from eBPF’s inability to write to disk.
I/O operations like writes can block for an indeterminate amount of time, which is not allowed
during the execution of eBPF programs.
WAL requires the DBMS to maintain a ledger of all database modifications. Upon restart, the

DBMS replays the log to reconstruct the database contents. Most DBMSs expose a knob that
determines whether transactions commit synchronously or asynchronously. With asynchronous
durability, the DBMS submits a transaction’s changes to the log writer but can acknowledge
transaction completion to the client without guaranteeing that the changes are persistent on disk.
Synchronous durability ensures the OS has written a transaction’s contents via the write() system
call. It may also guarantee that the system performs the fsync() system call to ensure the OS
flushes its write buffers.

eBPF’s inability to initiate I/O (i.e., disk or network writes) necessitates a user-space component
to persist database contents. Thus, BPF-DB takes a hybrid user-space and kernel-space approach
to logging. If WAL is enabled, BPF-DB sends all write operations to a ring buffer accessible from
user-space. If the ring buffer is full and BPF-DB cannot complete its write operation, it reports an
error and tail calls the error continuation. The application must roll back the transaction because
not all its writes are in the log.

As shown in Figure 2, a WAL consumer process in user-space consumes the contents of the ring
buffer. eBPF’s ring buffer offers the ability to notify user-space consumers via epoll() when to
consume the buffer. BPF-DB offers a tunable knob whereby it will only notify waiters after writing
a specified amount of data. This approach reduces the amount of signal handling overhead between
kernel-space and user-space, and can be adjusted based on the desired wakeup frequency of any
user-space consumers.
After wakeup by notification or a timeout, the user-space component consumes data from the

buffer, providing asynchronous durability for BPF-DB writes. This durability guarantee follows
the default settings of other in-memory DBMSs like SingleStore, as well as embedded DBMSs like
SQLite and RocksDB [6, 17, 21]. BPF-DB writes timestamps with logical log records and provides
an eBPF map entry for WAL consumers to update the last persisted timestamp. With this approach,
client applications implement their durability semantics and can optionally check if their writes are
durable before proceeding. The fixed-sized ring buffer and the timestamp for most recently flushed
writes present two possible mechanisms for applications propagate back pressure to a workload.
We evaluate the trade-offs of this logging approach in Section 6.3.
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Fig. 5. Networked Key-Value Store CFG – The transactional KVS composes BPF-DB’s GET and SET com-
mands (shown in red) with application logic (shown in blue). Conditional tail calls define the continuations
for each eBPF program.

Checkpointing is the process of writing all the contents of the database to disk, thus preserving
a consistent snapshot of the database. The most naïve checkpointing approach is to block all
transactions that are not read-only while flushing the database contents to disk. Once the checkpoint
is complete, all transactions can resume. For BPF-DB, one approach to stop all transactions would
be to unattach all eBPF programs so they could no longer be triggered. However, writing all of the
database’s contents remains nontrivial. Techniques that rely on virtual memory’s copy-on-write to
create a database snapshot by calling fork() on the DBMS’s process will not work with a user-
bypass system because BPF-DB stores its database in kernel memory [42]. Instead, a user-space
process must read the eBPF maps’ contents using the bpf() system call.
BPF-DB’s CPS control flow presents new opportunities to implement different checkpointing

techniques. For example, the Linux kernel can atomically swap eBPF programs at runtime. One way
to implement blocking checkpointing is to swap out BPF-DB’s SET operators with eBPF programs
that call the error continuation while checkpointing is in progress. Once the checkpoint is complete,
the DBMS reverts SET operators to their original version, and applications can resume writing to
the database. More sophisticated fuzzy checkpointing could build on this technique by temporarily
swapping in SET operators that write to an alternate set of eBPF maps while a checkpoint is in
progress [57]. The DBMS would also need to swap GET operators to be able to look in the correct
eBPF map for their values. After the checkpoint is complete, the DBMS switches back to the original
operators. We defer the exploration of runtime operator modification and checkpointing to future
work.

5 BPF-DB Applications
Section 3 describes BPF-DB as an embedded DBMS that enables developers to build eBPF appli-
cations around its operators. We now detail two sample applications we use to demonstrate and
evaluate BPF-DB. They adhere to the archetype described in Section 2.4: (1) a DBMS that uses
BPF-DB as its transactional storage manager, exposed to clients as a networked key-value store, and
(2) an application that uses BPF-DB to execute multi-statement transactions.

5.1 Networked Key-Value Store
The first application we use to evaluate BPF-DB is a networked key-value store (KVS) that sup-
ports a modified Redis network protocol. We implement an eBPF program that parses a subset of
Redis commands and types with continuations to call into BPF-DB operators. The KVS’s parser
supports SET and GET commands. We also extended the protocol with BEGIN/COMMIT commands
for transactions because Redis’ MULTI/EXEC commands do not provide serializable ACID semantics.
Redis is a string-based protocol, so the transactional KVS stores all keys and values in their native
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Redis encoding. We also include programs that serialize and send Redis protocol responses over
the network to the client as continuations.
Figure 5 shows the CFGs for the GET and SET operations. In Figure 5a, the query "GET foo" is

input to the first piece of application code, the Redis parser. If the input string parses as a GET

command, the application populates BPF-DB’s context object with the key and tail calls into BPF-
DB’s GET operator. GET has two possible outcomes: (1) the key is not found, in which case BPF-DB
tail calls to an eBPF program that responds with Redis’s NIL object, or (2) the key is found, and the
continuation program serializes the value response to the client. Figure 5b shows similar behavior
but with continuations that reflect SET’s possible continuations.

5.2 Multi-Statement Transactions
The second application exercises BPF-DB’s serializable transactions with multiple GET and SET

operators per transaction. We implement a stored procedure from the Voter benchmark, which
models a call-in voting system [64]. We only run the VOTE stored procedure and drop any views
and procedures related to results tallying. The schema consists of (1) CONTESTANTS table that maps
contestant identifiers to contestant names, (2) VOTES table that records the phone number, state,
and contestant for each vote, and (3) AREA_CODE_STATE that maps phone area codes to their states.
We describe the VOTE stored procedure below:

• The workload generator provides three arguments. (1) The ten-digit phone number’s area code
is selected uniformly, with the seven remaining digits generated from a uniform distribution.
(2) The contestant identifier is uniformly chosen between one and twelve, but approximately
1% of VOTE operations contain an invalid contestant to exercise the validation logic. (3) The
maximum number of votes per phone number.

• Look up the phone area code to determine its state.
• Look up the contestant identifier to check its validity.
• Look up the phone number to check if it’s over the vote limit.
• Update the phone number’s vote count and record a new vote.

Because of its KVS interface, BPF-DB does not expose explicit schemas or tables. Instead, BPF-
DB’s Voter application prepends keys with distinct prefixes so entries in different tables map to
distinct key spaces. To mimic the view for the number of votes by each phone number, BPF-DB’s
implementation defines a separate keyspace and explicitly maintains an entry for each phone
number. This approach requires an extra SET for BPF-DB compared to the VOTE procedure’s SQL
definition.

6 Evaluation
We next evaluate BPF-DB for the two applications that we described in Section 5 compared against
state-of-the-art DBMSs. First, we attach a eBPF program (i.e., Redis parser) in the socket layer
of the network stack (Figure 6a). When a buffer arrives on specified sockets, the Redis parser
and subsequent BPF-DB continuations will run. To eliminate external bottlenecks, we also run
workloads where a user-space thread invokes BPF-DB operations (Figure 6b).

We evaluate BPF-DB on servers that contain 2×20-core Intel Xeon Gold 5218R CPUs, 192 GB
DRAM, a Samsung PM983 SSD, and a dual-port 10GbE network adapter. All servers run Ubuntu
Linux 22.04 (kernel v5.15) and connect to a Cisco Nexus 3064 10GbE network switch. Unless
otherwise specified, we use separate servers for DBMSs and workload generators. We pin user-
space programs to a single CPU socket to avoid NUMA effects. We configure the NIC to use 20
receive queues, each with affinity set to a dedicated CPU core on the local NUMA node. Lastly, we
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Fig. 6. Workload Generators – We exercise BPF-DB in two ways: (1) as applications attached at the socket
layer of the kernel’s network stack as in Figure 6a, driven by an external tools over the network, and (2) loaded
into kernel-space not attached to any events as in Figure 6b. Instead, we drive BPF-DB with the bpf() system
call from user-space threads.

optimize the network stack by disabling interrupt rate limiting, expanding network buffer sizes,
and turning off TCP timestamps and selective acknowledgements.
We compare BPF-DB’s transactional KVS against three other open-source Redis-compatible

proxies:
• Redis (v7.2): This is is one of the most widely deployed in-memory key-value stores. We use
Redis as the baseline implementation for user-space key-value stores.

• KeyDB (v6.3): This is a fork of Redis that adds user-space worker threads and coarse-grained
latches to maintain consistency across workers. It allows us to evaluate the Redis architecture
with added parallelism.We configured KeyDB to use fourworker threads, as their documentation
does not recommend increasing beyond this number due to latch contention.

• Dragonfly (v1.14): This multi-threaded KVS is a state-of-the-art in-memory implementation of
the Redis protocol. Dragonfly employs key-space partitioning, lightweight user-space threads
(i.e., fibers), asynchronous I/O, and a locking scheme inspired by VLL to maintain consistency
across workers [58]. We configure Dragonfly to use 20 worker threads to match the number of
physical CPUs on its NUMA node.

• VoltDB (v11.4): This is an ACID-compliant in-memory DBMS that supports serializable trans-
actions via horizontal partitioning (i.e., sharding) and pre-compiled Java stored procedures [15].
We configure VoltDB to use 20 partitions to maximize its performance when pinned to 20
dedicated CPU cores.
For our networked experiments, we use memtier for workload generation and modify its key

generation to support skewed Zipf distributions (𝜃 = 0.99) [18]. We load 10M keys for each
experiment and use 16 B and 1 KB value sizes to reflect caching workloads and YCSB, respectively.
memtier submits the workload in a closed loop across 1,000 simultaneous clients on 80 worker
threads [30]. Each configuration runs five times. We run these Redis workloads run with logging
and checkpointing disabled because each DBMS provides different durability semantics. For this
reason, we evaluate BPF-DB’s WAL characteristics in isolation in Section 6.3.

In scenarios where network overheads limit evaluating BPF-DB, we run its applications on local
threads as shown in Figure 6b. These threads use the bpf() system call and its BPF_PROG_TEST_RUN
argument to run BPF-DB in a controlled fashion. Compared to the networked scenario in Figure 6a,
there are no software interrupts for the kernel to schedule, no extra buffers to copy, and no network
protocols or NIC driver overheads.
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Fig. 7. KVS Throughput (Networked) – Total requests per second over 10GbE network (Redis protocol)
while varying the ratio of SET commands from read-only to write-only. Scenarios differ in value size (16 B or
1 KB) and key distribution (uniform or Zipf).

6.1 KVS Throughput (Networked)
We first measure how BPF-DB performs as a transactional KVS over the network for different value
sizes and workloads. We compare BPF-DB against other Redis-compatible DBMSs for mixed GET

and SET workloads. We attach the networked KVS described in Section 5.1 at the kernel’s socket
layer. When a message arrives, the DBMS (1) parses the message for a valid GET or SET command,
(2) parses the key and (optional) value, (3) tail calls into the corresponding BPF-DB operation, and
(4) tail calls into continuations that construct and send the response to the network client.

For each value size, we vary the workload’s read and write ratios. Increasing the number of
writes reduces a DBMS’s scalability due to memory allocations, data structure synchronization (e.g.,
latches), and concurrency control protocols. For this reason, we scale the ratio of SET operations
from 0% (i.e., read-only) to 100% (i.e., write-only) in 10% increments and measure the maximum
throughput.
Figure 7a shows the throughput for 16 B values with uniform random key generation. As a

single-threaded user-space application, Redis achieves the lowest performance with 202 K requests
per second (RPS) for the read-only scenario, dropping 3% to 196 K RPS as SETs increase. KeyDB’s
thread-based parallelism enables it to outperform Redis, albeit with a speedup that is not linear to
its four worker threads. KeyDB starts at 629 K RPS for the read-only scenario, dropping 17% to
524 K RPS in the write-only scenario. Redis and KeyDB exhibit similar trends in the other scenarios
(i.e., value size, key distribution) of Figure 7, and due to their non-competitive throughput (<1 M
RPS), we omit further discussion of them.

For the read-only scenario in Figure 7a, Dragonfly processes 2.19 M RPS while BPF-DB achieves
2.39 M RPS, a 9% increase in throughput. As writes increase, the performance lead flips: KeyDB
yields 2.13 M RPS and BPF-DB performs 1.88 M RPS in the write-only scenario. Dragonfly’s user-
space data structures are more efficient than BPF-DB’s kernel-space eBPF maps, which require
internal latches and RCU synchronization. As writes increase, these synchronization methods
hurt BPF-DB’s throughput. Figure 7b exhibits similar trends, demonstrating the performance of
BPF-DB’s strict-2PL concurrency control and bounded version vectors, even under high contention
scenarios like skewed key distributions.
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Fig. 8. KVS CPU Scalability (Local) – Total requests per second running BPF-DB locally while varying the
number of CPU cores dedicated to BPF-DB. We measure three ratios of SET commands, and scenarios differ in
value size (16 B or 1 KB) and key distribution (uniform or Zipf).

In Figures 7c and 7d, Dragonfly and BPF-DB with 1 KB values exhibit different behavior com-
pared to 16 B values. These results demonstrate that Dragonfly and BPF-DB saturate the network
bandwidth limits of the test environment, as shown by the annotation denoting 10 Gbps. At read-
only and write-only extremes, the network limits DBMS throughput to ∼10 Gbps. More diverse
workloads benefit from bidirectional bandwidth, allowing the DBMSs to saturate both inbound
and outbound network traffic. Throughput peaks when GET and SET each make up half of the
requests,though performance is not able to reach the theoretical limit of 20 Gbps due to TCP/IP
protocol overhead. As a backing store for a networked KVS, BPF-DB remains competitive with
Dragonfly and offers fully serializable transactions.

6.2 KVS CPU Scalability (Local)
We next remove the network bottleneck from Section 6.1 to find BPF-DB’s maximum throughput.
We use the bpf() system call and its BPF_PROG_TEST_RUN argument to trigger BPF-DB GET and SET

operators from user-space threads. We scale the number of CPU threads running in user-space to
understand BPF-DB’s scalability under increasing resource (e.g., CPU, memory, lock) contention. We
load 10 M keys before test execution and run the workload with different ratios of SET operations,
value sizes, and key distributions. We will use this configuration for the remaining KVS experiments.

Figure 8 shows the BPF-DB’s performance when driven by local CPU threads. The 90% SET
workload plateaus earlier than the less write-intensive workloads, demonstrating the overhead
of eBPF maps’ RCU synchronization. In the 16 B values and uniform key scenario, 10% SET levels
off at 6.5 M RPS, continuing to scale almost to the number of CPU cores (20). 90% SET reaches
maximum performance near 3.5 M RPS much earlier, where synchronization overheads limit CPU
core utilization to 15 of the total 20 cores.

Changing the key distribution from uniform to Zipf does not introduce a significant performance
drop. The added lock contention and GC work are not the bottleneck; instead, they highlight again
that the eBPF maps limit performance.
Increasing the value size to 1 KB reduces throughput due to the increased time spent copying

values to and from BPF-DB. In the 1 KB values and uniform key distribution scenario, 10% SET
plateaus at 5.9 M RPS, 9% lower than the test with smaller value sizes. 90% SET levels off at 3 M RPS,
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Fig. 9. Write-Ahead Logging – Total requests per second running BPF-DB locally with WAL disabled and
enabled. We measure three ratios of SET commands, and scenarios differ in value size (16 B or 1 KB) with a
uniform key distribution to reduce contention and maximize throughput.

this time a 14% drop compared to smaller value sizes. Larger value sizes introduce longer critical
sections in the eBPF maps; thus, the write-intensive workload suffers from a larger performance
drop. This analysis mirrors Linux’s warnings that RCU is not a scalable synchronization technique
when writes constitute more than 10% of the workload [19]. However, eBPF does not expose an
alternative synchronization method for maps, so BPF-DB must use the provided interface.

6.3 Write-Ahead Logging Throughput (Local)
We now measure the performance impact of BPF-DB’s WAL architecture (see Section 4.3). To
maximize BPF-DB’s requests per second to exercise its WAL code path and reduce the impact of
other DBMS component, we only generate keys from a uniform distribution. Zipf key distribution
accesses a small number of keys, generating lock contention and GC overhead.
We run BPF-DB’s local KVS with 20 worker threads with multiple SET ratios with and without

logging enabled. The user-space log consumer immediately removes data from the shared ring
buffer and does not write log records to disk to avoid interference. We configured BPF-DB to use
a 512 MB ring buffer and have the DBMS notify any processes waiting on the ring buffer’s file
descriptor after writing 2 MB. The user-space consumer has a timeout of 1 ms if it does not receive
a notification to consume the buffer.
Figure 9 shows BPF-DB’s throughput with WAL enabled and disabled. The 90% SET scenario

with both 16 B and 1 KB values induces the most writes and, thus, is the most taxing on the WAL
architecture. With 16 B values, the write-heavy scenario drops from 3.33 M RPS to 3.26 M RPS,
showing that WAL incurs a 2% overhead. None of those operations incur a roll-back due to a full
ring buffer, so we attribute this overhead exclusively to the additional instructions for copying and
submitting write operations into the ring buffer.
The 90% SET 1 KB scenario suffers a 35% drop in performance with WAL enabled, going from

2.98 M RPS to 1.92 M RPS. The larger value sizes require BPF-DB to spend more CPU cycles
copying data into the ring buffer. This workload averages ∼1.4 M roll-backs per second due to a
full ring buffer. This experiment demonstrates the limitations of BPF-DB’s user-space WAL design,
where the user-space consumer cannot exceed ∼2 GB/s. We could enhance BPF-DB for write-heavy
scenarios using parallelism optimizations similar to Silo-R: multiple ring buffers could have multiple
consumers if the host can write more than 2 GB/s to storage [67]. We defer this investigation for
future work.

6.4 Muti-Statement Throughput (Networked)
We next evaluate BPF-DB’s multi-statement transaction performance compared to VoltDB using
the Voter benchmark. For VoltDB, we use its asynchronous workload generator to maximize
throughput over the network. We modified the generator to use multiple threads because one
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Fig. 10. Multi-Statement Throughput and Scalability – Networked scenario measures transactions per
second over 10GbE network compared to VoltDB. Local scenario measures transactions per second running
BPF-DB locally while varying the number of CPU cores dedicated to BPF-DB.

instance cannot saturate our VoltDB server. For BPF-DB, we embed a stored procedure that contains
BEGIN, three GETs, two SETs, and COMMIT/ROLLBACK operations stitched together through tail calls.
As in Section 6.1, we attach the stored procedure in the kernel’s socket layer and prepend BPF-DB’s
operations with a parser to extract the arguments. We modify memtier invoke the stored procedure
with a custom Redis command.

Figure 10a shows that BPF-DB processes 1.65 M Voter transactions per second (TPS) and achieves
43% higher throughput than VoltDB. Contrast this with BPF-DB’s ∼2 M RPS KVS throughput in
Figure 7. We attribute this difference to the cost of the extra eBPF map operations to read and
update multiple values. Despite its partitioned and lock-free architecture, when we profile VoltDB
we find that it spends significant time in the JVM’s futex and synchronization calls and user-space
thread scheduling.

6.5 Muti-Statement Scalability (Local)
Like in Section 6.2, for our next experiment we remove network overheads by driving the Voter
workload with user-space threads using the bpf() system call. We measure BPF-DB’s maximum
throughput for serializable transactions with multiple statements. We also show BPF-DB’s scaling
characteristics by sweeping the number of user-space threads that invoke the stored procedure.

Figure 10b shows BPF-DB’s maximum TPS for the Voter workload while increasing the number
of threads. Like the 90% SET workload in Figure 8, Voter is write-intensive and plateaus when using
around 15 of the 20 available CPU cores. However, the maximum throughput is lower than that
experiment due to the extra BPF-DB operations, eBPF map lookups, and commit logic. We find that
BPF-DB achieves ∼2 M TPS on a single 20-core CPU.

To better understand BPF-DB’s behavior in this workload, we use BCC’s profile tool to sample
BPF-DB’s call stacks [5]. Our analysis indicates that BPF-DB spends most of its CPU time executing
code not in its programs, but rather in kernel-provided eBPF helper functions. For example, 78.5%
of the stack trace samples are in eBPF map operations (e.g., lookup, update), 4.6% are in the kernel’s
hash function (i.e., jhash), 4.8% are in the kernel’s spin-lock implementation, and 9.5% are in helpers
that copy data between kernel-owned memory. We leave optimizing BPF-DB further to reduce its
reliance on kernel-provided helpers as future work.

6.6 Checkpointing
We next evaluate the performance of persisting BPF-DB’s database contents to disk. As discussed in
Section 4.3, eBPF programs cannot initiate their own disk access, so we rely on user-space processes
to write eBPF maps to files. In this scenario, we first run the same Voter workload as in Section 6.4
for ∼50 M transactions. Then, we simulate a blocking checkpoint by quiescing the system. We use
bpftool, which can view and modify eBPF maps from user-space, to dump BPF-DB’s database
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Fig. 11. Partitioned Storage – Total requests per second running BPF-DB locally with and without key
space partitioning. We measure three ratios of SET commands, and scenarios differ in value size (16 B or 1 KB)
with a uniform key distribution to reduce contention and maximize throughput.

contents to files [20]. We time the duration for each eBPF map and report the sum. The average of
five iterations of this operation was 1, 068 seconds.

This value serves as an upper-bound for checkpointing BPF-DB. First, bpftool’s dump method
performs inefficient map access due to Linux’s limited eBPF user-space API. Reading an entire
eBPF map requires iterating through each key-value pair with a distinct system call. Array-based
eBPF maps support access from user-space via the mmap() system call which could improve read
performance, but BPF-DB primarily relies onmaps backed by hash tables that do not support mmap().
Second, this approach incurs significant write amplification. We do not perform a system-wide
GC process before checkpointing, so this process can write obsolete and redundant versions to
disk. Furthermore, index entries contain unnecessary metadata like version arrays with timestamp
values that would not be necessary if old versions were preemptively garbage collected. Lastly,
bpftool dumps maps in a human-readable JSON format which results in files that are larger than
necessary to recover database contents. We defer a more sophisticated checkpointing scheme for
future work with this approach as a baseline.

6.7 Partitioned Storage (Local)
To reduce the kernel’s synchronization overheads in BPF-DB, we horizontally partition the database
by replacing the system’s top-level index with four indexes that each have their own value storage
eBPF maps. At runtime, the DBMS uses a fast hash function to determine the partition for a given
key. We use the XXH64 function because it has good performance and passes the eBPF verifier [11].
Faster hash functions either are too complex to satisfy the verifier or rely on SIMD instructions (e.g.,
AVX2) that eBPF does not support. We run BPF-DB locally using the KVS workload and generate
keys from a uniform distribution to maximize throughput.
Figure 11 shows BPF-DB’s throughout with varying SET ratios. The DBMS’s performance is

lower in the read-heavy workload (i.e.,10% SET) with 16 B and 1 KB values. Once SET commands
exceed 50%, partitioning yields a slight throughput benefit, but the increase never exceeds 8%.
BPF-DB’s performance does not significantly improve with partitioning because it does not spend
most of its time executing code that benefits from the reduced map contention.

6.8 Scaling MVCC Versions (Local)
Due to the verifier’s constraints, BPF-DB supports MVCC with a fixed number of versions per
database entry. If one of BPF-DB’s SET operations attempts to write to a value that has reached its
maximum number of versions, it must attempt cooperative GC or roll back (see Section 4.1). In this
experiment, we measure the impact of this compile-time constant while running a write-heavy
workload (90% SET) using a skewed key distribution (i.e., Zipf).
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Fig. 12. Scaling Maximum Versions – Total requests per second running BPF-DB locally while varying the
number of versions per database entry. Scenarios differ in value size (16 B or 1 KB), and we maximize version
generation by using the 90% SET workload with a skewed key distribution.
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Fig. 13. Verifier Overhead for Versioning – The program size and verifier work for BPF-DB’s GET and SET

operators while varying the maximum number of versions per database entry.

Figure 12 shows BPF-DB’s performance when changing the number of versions per entry. For
16 B values, BPF-DB with two versions supports 3.2 M RPS and 1.7 M rollbacks per second from no
available versions, while eight versions per key yields 3.4 M RPS and 0.9 M rollbacks per second.
Although this change halves the number of rollbacks per second, there is only a 6.6% increase in
overall throughput. At maximum throughput of over 3 M RPS on a small number of keys, increasing
the number of keys does little to change how quickly BPF-DB exhausts its available versions. The
results for 1 KB values are similar, demonstrating that the DBMS is not significantly affected by the
number of versions.

In addition to altering BPF-DB’s runtime behavior, changing the number of versions also affects
both program size and the amount of work that the eBPF verifier expends. Recall that we limit the
maximum number of versions because the verifier requires compile-time constants for loops, and
explores all iterations and branches during verification. We use bpftool to get eBPF program size
and the number of instructions processed by the verifier [20].
We see in Figure 13a that the number of eBPF instructions for the GET operator scales linearly

with size of the version array. This behavior is due to the loop that compares timestamps in the
entire array to find the correct value. The compiler unrolls the loop to improve performance, thus
increasing instruction count. In contrast, SET’s number of instructions oscillates before scaling
linearly. When the compiler generates eBPF code for SET with three versions, it optimizes the C
code differently and results in increased instruction count. This oscillation shows the difficulty in
anticipating how compilers like Clang and GCC generate optimized eBPF bytecode.

The GET operator contains more instructions than SET despite its less complex logic (e.g., it does
not perform GC). This higher instruction count is because it copies data out of the value map. SET
does not require these instructions because the logic to copy a value into a map is handled by the
eBPF helper that inserts the value into the map. Looking up a value in a eBPF map only returns
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Fig. 14. Single Version Storage – Total requests per second running BPF-DB locally with MVCC and
without. Scenarios differ in value size (16 B or 1 KB), and we maximize version generation by using the 90%
SET workload with skewed (i.e., Zipf) key distribution.

a pointer to the value, which GET in turn copies at its instruction cost into the BPF-DB Context
object.
Figure 13b shows the number of instructions that the verifier processes when loading GET and

SET operators with different numbers of versions. GET scales linearly because the number of states
that the verifier inspects increases as the limit on the loop that scans the version array increases.
However, SET’s verifier complexity increases exponentially as the maximum number of versions
increases. SET contains more complex logic inside of the loops that scan the version array (e.g.,
cooperative GC). Though not shown in the figure, increasing the number of versions past eight
causes the verifier to reject the SET program. These results demonstrate the non-obvious lack of
correlation between eBPF program size and the amount of work the verifier performs to load a
program.

6.9 Single Version Storage (Local)
Lastly, we evaluate a version of BPF-DB without versioning. For single-statement transactions,
maintaining versions is unnecessary because they do not need a consistent snapshot of multiple
entries. Removing MVCC allows BPF-DB to elide version chain traversal, timestamp allocation, and
GC. Because Strict-2PL requires read-only transactions to acquire locks, we augment BPF-DB’s lock
acquisition logic to retry up to 4096 times, which is within the bounds of the verifier. We evaluate
this design with the high-contention workload from Section 6.8: 90% SET with Zipf key distribution.
Figure 14 shows BPF-DB’s throughput with and without MVCC. The reduced complexity of

the SET and GET operators enables higher overall throughput, despite GET now requiring a lock
acquisition. This single-statement workload shows notable speedup from this change, increasing
throughput by 13% and 15% for 16 B values and 1 KB values, respectively. But multi-statement
transactions with conflicting access sets would incur more roll-backs. Developers may decide to
make this trade-off if transactions are unlikely to conflict because their access sets are either small
or unlikely to overlap.

We conclude our analysis of MVCC versions by combining the approaches of Sections 6.8 and 6.9
to measure the impact on GET and SET operator latency. We fix the number of requests at 100 K RPS
and measure operator latency in a high contention scenario that generates many versions (90% SET,
Zipf keys). Table 2 show the results of measuring operator latency while changing the maximum
number of versions. Removing MVCC entirely (i.e., one maximum version) increases p25, median,
and p75 latency in exchange for a lower p99 latency. This scenario removes all BPF-DB logic related
to GC as well, which contributes to the large tail latency reduction.
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Table 2. Maximum Versions and Latency (1 KB) – Average operator latency (in microseconds) running
BPF-DB locally with MVCC and without. This scenario uses 1 KB values, and we maximize version generation
by using the 90% SET workload with skewed (i.e., Zipf) key distribution.

Max versions Min p25 p50 p75 p99

1 (No MVCC) 0.68 1.46 1.7 2.0 5.32
2 0.65 1.32 1.55 1.83 46.21
3 0.53 1.25 1.51 1.86 45.04
4 0.52 1.22 1.49 1.87 44.03
5 0.52 1.18 1.44 1.83 39.56
6 0.52 1.16 1.41 1.78 40.89
7 0.52 1.14 1.39 1.75 37.32
8 0.52 1.13 1.38 1.72 37.25

7 Related Work
OS extensibility has been a topic for researchers for decades [24, 59, 60]. More recently, the ExtOS
Linux prototype reduces data movement in the kernel’s stack by extending the read() system call
to support database operations via a kernel module [22].
Unikernels is an approach where applications are compiled with a library OS to yield an

application-specific machine [32, 41, 43, 68]. Unikernels remain an active and promising research
area, but the industry has been slow to adopt this approach. Recent work argues that cloud vir-
tualization and their hypervisor abstractions provide new opportunities for DBMSs designed as
unikernels [45].
LIBDBOS tackles for a recurring problem: enabling user-space DBMSs to manage system re-

sources more efficiently than the OS, this time by presenting new kernel-bypass abstractions to
increase user-space DBMS performance [75]. Their technique applies novel virtual memory tech-
niques to provide high-performance snapshots for HTAP workloads and a kernel-resident buffer
manager. The evaluation demonstrates how a hardware and OS-aware design for kernel-bypass
can reduce the overhead of TLB-shootdowns and improve overall DBMS performance.

The XRP project applies user-bypass to the Linux kernel’s storage stack [74]. For example, B+tree
lookups read multiple disk pages before finding the destination leaf node. XRP pushes DBMS logic
into the NVMe driver via eBPF. With XRP, the DBMS performs B+ tree node traversal in kernel-
space by resubmitting multiple NVMe operations. XRP’s use of user-bypass reduced the amount
of data copied to user-space and the number of repeated system calls, thereby demonstrating the
latency and throughput benefits it achieves versus kernel-bypass using DPDK and asynchronous
I/O.

BPF-oF is a storage protocol built on top of NVMe-oF that allows applications to send predicates
as custom eBPF functions to a remote storage server to filter data before transferring [72]. This
approach builds upon XRP to enable application logic to run in the NVMe layer of disaggregated
storage nodes, and addresses cache coherency between distributed nodes [74].

BMC is a a Memcached-compatible in-memory key-value store that uses eBPF to accelerate GET
operations over UDP [34]. BMC presents a eBPF map-based cache below the kernel networking
stack. During a GET operation, the eBPF program first checks the map. If there is a cache miss, the
request passes to Memcached which serves the request and then updates the cache. BMC can serve
subsequent requests for the same key from the cache without accessing user-space.
TScout uses runtime code-generation and DBMS source code annotation to generate eBPF

programs for online training data collection for self-driving DBMSs [27]. This approach reduces
the overhead of collecting system resource metrics with repeated system calls. TScout keeps the
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training data in kernel-space during query execution, and later collects the results off the critical
path.

Tigger is a DBMS proxy that applies user-bypass to accelerate operations like connection pooling
and workload mirroring [28]. Tigger’s eBPF programs parse the PostgreSQL protocol to safely
multiplex transactions across shared connections.
DINT is a distributed, key-value transactional DBMS that runs in kernel-space via eBPF [76].

DINT uses a hybrid approach where common operations run in kernel-space while less common
operations run in user-space. The DBMS stores small value sizes in fixed-sized eBPF maps, while
larger value sizes that require malloc() reside in user-space. DINT also uses a hybrid logging and
recovery implementation with user-space components for log replay.

McObject sells eXtremeDB as a user-space embedded DBMS that also offers a kernel mode [36].
eXtremeDB’s user-space library communicates with a kernel module containing a proxy, the DBMS,
and runtimes for network and storage drivers. As discussed in Section 2, unsigned kernel modules
require users to disable Secure Boot—a mitigation technique against firmware-based attacks.

OSDB is a new project to embed a relational DBMS in the OS, powered by SQLite [61]. It describes
two prototypes: one based on FreeBSD and a subsequent version using Linux. In contrast to BPF-DB,
both of OSDB’s implementations rely on kernel modules to modify OS behavior. The evalation
highlights how a modified version of the ps() system call is more performant when supported by
a kernel-embedded DBMS, and proposes an iterative approach to extending OS behavior on this
new design.

8 Future Work
We demonstrated a design for an embedded DBMS that runs in kernel-space to enable rich user-
bypass applications. We believe there are more opportunities to continue this work in varying
directions.

Code Generation: Currently, applications developers wanting to use BPF-DB must write their
code in a low-level language (e.g., C, Rust), and require significant eBPF knowledge. However,
high-level scripting languages that compile down to eBPF (e.g., bpftrace) lower the barrier to
entry [9]. Prior work demonstrated the ability to code-generate eBPF programs from templates,
which were then specialized to DBMS source code [27]. A domain-specific language (DSL) for eBPF
programs that includes BPF-DB semantics would make it easier for developers to write stored
procedures like VOTE shown in Section 5. Generating these stored procedures would also enable
BPF-DB specialization at code generation time. For example, BPF-DB could elide eBPF maps for
value sizes that would not be used or tailor the number of MVCC versions.

Kernel Patches: While this work demonstrates the feasbility and benefits of an embedded DBMS as
eBPF programs, it also explores the limitations imposed by the verifier. If BPF-DB were implemented
as a new eBPF map type in the Linux kernel with corresponding eBPF helper functions, then some
of these limitations would be relaxed. For example, the ability to hold multiple latches would
enable metadata (e.g., locks, versions, timestamps) that are currently packed into fixed-size eBPF
map values to be located in different memory locations while still being updated atomically.
Similarly, transactions could call the kernel’s RCU semantics directly which would reduce the
current synchronization overheads.

Efficient Checkpointing: Section 6.6 shows BPF-DB’s blocking checkpointing performance with
a quiesced system. However, this design reads and persists database entries one value at a time,
which is inefficient for the user-space application issuing disk writes. One alternative is to use the
mmap() system call to access eBPF maps’ memory, though this approach only works for arrays and
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prohibits spin latches. eBPF is evolving; one promising new feature is support for arenas [3]. This
new map type allows eBPF programs to build custom data structures (e.g., trees) out of individually
managed memory pages. BPF-DB’s storage solution could adopt this design, allowing the user-space
checkpointing application to access database contents with fewer system calls.

9 Conclusion
We presented BPF-DB, an embedded DBMS that offers serializable, ACID-compliant transactions in
kernel-space for user-bypass applications. BPF-DB decomposes its operators into individual eBPF
programs that developers can use to build custom procedures. These procedures interleave custom
application logic with BPF-DB operators, held together in sequences through tail calls. We demon-
strated applications built on BPF-DB and compared them against state-of-the-art counterparts. Our
results showed that embedding a DBMS in kernel-space is not only feasible but scalable. Future
eBPF applications can use BPF-DB for robust, safe, and high-performance DBMS semantics.
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