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Abstract

In the last 5 years, a set of job scheduler logs released by Google has been used in more than 400 publications as the token cloud workload. While this is an invaluable trace, we think it is crucial that researchers evaluate their work under other workloads as well, to ensure the generality of their techniques. To aid them in this process, we analyze three new traces consisting of job scheduler logs from one private and two HPC clusters. We further release the two HPC traces, which we expect to be of interest to the community due to their unique characteristics. The new traces represent clusters 0.3-3 times the size of the Google cluster in terms of CPU cores, and cover a 3-60 times longer time span.

This paper presents an analysis of the differences and similarities between all aforementioned traces. We discuss a variety of aspects: job characteristics, workload heterogeneity, resource utilization, and failure rates. More importantly, we review assumptions from the literature that were originally derived from the Google trace, and verify whether they hold true when the new traces are considered. For those assumptions that are violated, we examine affected work from the literature. Finally, we demonstrate the importance of dataset plurality in job scheduling research by evaluating the performance of JVuPredict, the job runtime estimate module of the TetriSched scheduler, using all four traces.
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Table 1: Summary of the most important Google trace characteristics, and their universality across traces.

1 Introduction

Despite intense activity in the areas of cloud and job scheduling research, publicly available cluster workload datasets remain scarce. There are three major cluster dataset sources today: the Google cluster trace [57] collected in 2011, the Parallel Workload Archive with HPC traces collected between 1993 and 2015 [20], and the Grid Workload Archive [13]. Of these, the Google cluster trace is by far the most popular, having been used in more than 400 publications in the last 5 years.

As the Google trace’s popularity rises, we set out to question whether it is fair to consider it as the representative cloud workload, and whether using it in isolation when evaluating a new technique is sufficient to prove the technique’s generality. Furthermore, the trace itself is only 29 days long, so it is uncertain whether the long-term trends, such as job submission and failure rates, that are derived from it and used widely in the literature should even be considered representative of the overall workload of the cluster where it originated.

Our goal is to put assumptions made in the literature about cluster workloads to test, and provide researchers with additional datasets for evaluating their work. To achieve this, our first contribution is to introduce three new traces: one from a private cloud, and two from High Performance Computing (HPC) clusters located at Los Alamos National Laboratory (LANL). Of those, we publicly release both LANL traces. While several other HPC traces are already available [13, 20], the two we consider here are unique: one is a 5-year trace covering the entire lifetime of a general-purpose HPC cluster, and the other originates from Trinity, the flagship supercomputer at LANL in 2017. We introduce all three traces, and the environments where they were collected, in Section 2.

Our second contribution is a trace analysis examining the generality of cluster workload assumptions derived from the Google trace, when our three new traces are considered. Table 1 shows a summary of our findings. For those assumptions that are violated, we further examine their usage in the literature, and attempt to list techniques that may be affected. To achieve this, we surveyed 400 papers that cite the study of the Google trace by Reiss et al. [40] to identify popular cluster workload assumptions. We then compare and contrast these assumptions with trends in the private and LANL clusters to find the ones that are violated. We group the most important assumptions into the following categories: job characteristics (Section 3), workload heterogeneity (Section 4), resource utilization (Section 5), and failure analysis (Section 6).

Our third contribution is a case study of the importance of dataset plurality in the evaluation of new research. For our demonstration we useJVuPredict, a component of the JamaisVu scheduling system [51].
<table>
<thead>
<tr>
<th>Platform</th>
<th>Nodes</th>
<th>CPUs</th>
<th>RAM</th>
<th>Length</th>
</tr>
</thead>
<tbody>
<tr>
<td>LANL Trinity</td>
<td>9408</td>
<td>32</td>
<td>128GB</td>
<td>3 months</td>
</tr>
<tr>
<td>LANL Mustang</td>
<td>1600</td>
<td>24</td>
<td>64GB</td>
<td>5 years</td>
</tr>
<tr>
<td>HedgeFund A</td>
<td>872</td>
<td>24</td>
<td>256GB</td>
<td>9 months</td>
</tr>
<tr>
<td>HedgeFund B</td>
<td>441</td>
<td>24</td>
<td>256GB</td>
<td>29 days</td>
</tr>
<tr>
<td>Google B</td>
<td>6732</td>
<td>0.50*</td>
<td>0.50*</td>
<td></td>
</tr>
<tr>
<td>Google B</td>
<td>3863</td>
<td>0.50*</td>
<td>0.25*</td>
<td></td>
</tr>
<tr>
<td>Google B</td>
<td>1001</td>
<td>0.50*</td>
<td>0.75*</td>
<td></td>
</tr>
<tr>
<td>Google C</td>
<td>795</td>
<td>1.00*</td>
<td>1.00*</td>
<td></td>
</tr>
<tr>
<td>Google A</td>
<td>126</td>
<td>0.25*</td>
<td>0.25*</td>
<td></td>
</tr>
<tr>
<td>Google B</td>
<td>52</td>
<td>0.50*</td>
<td>0.12*</td>
<td></td>
</tr>
<tr>
<td>Google B</td>
<td>5</td>
<td>0.50*</td>
<td>0.03*</td>
<td></td>
</tr>
<tr>
<td>Google B</td>
<td>5</td>
<td>0.50*</td>
<td>0.97*</td>
<td></td>
</tr>
<tr>
<td>Google C</td>
<td>3</td>
<td>1.00*</td>
<td>0.50*</td>
<td></td>
</tr>
<tr>
<td>Google B</td>
<td>1</td>
<td>0.50*</td>
<td>0.06*</td>
<td></td>
</tr>
</tbody>
</table>

Table 2: Hardware characteristics of the clusters with traces in this paper. For the Google trace [40], (*) signifies a resource has been normalized to the largest node.

JVuPredict is the component responsible for providing job runtime estimates to the scheduler, which it achieves by training itself on historic data. The accuracy of the generated runtime estimates were previously evaluated using the Google trace. Evaluating JVuPredict with our traces resulted in better results for traces containing fields that make it easier to detect related and recurring jobs (which have more predictable behavior), helping us identify the importance of such fields for future data collection. We describe our findings in Section 7.

Finally, we discuss experiences with data anonymization and the effect of trace length on its ability to represent a cluster workload in Section 8. We list related work studying cluster traces in Section 9, before concluding.

## 2 Dataset information

We introduce three datasets consisting of job scheduler logs that were collected from clusters deployed in two organizations: one general-purpose and one cutting-edge supercomputer at LANL, and clusters of a private firm. The following subsections describe each dataset in more detail, and the hardware configurations of each cluster are summarized in Table 2.

In our analysis, a job is defined as a single user request to the cluster scheduler to execute a specific program. Multiple jobs are often started en masse or in sequence via user scripts, and we consider each one of these jobs individually. Each job can spawn a collection of processes, which we refer to as tasks, that are distributed across cluster nodes. In the context of HPC clusters, where resources are allocated at the granularity of physical nodes similar to Emulab [4, 17, 27, 56], tasks from different jobs are never scheduled on the same node. This is not necessarily true in private clusters.
2.1 LANL Mustang cluster

Mustang was a generic HPC cluster used for capacity computing at LANL from 2011 to 2016. Mustang was allocated to users in a fashion similar to Emulab [27, 56], at the granularity of physical nodes. Capacity clusters such as Mustang are architected as efficient, cost-effective compute clusters intended to act as a general-purpose resource used by a large number of users. It was largely used by staff at the LANL facilities, including scientists, engineers, and software developers.

Mustang consisted of 1600 identical compute nodes, with a total of 38400 AMD Opteron 6176 2.3GHz cores and 102.4TB RAM. Our Mustang dataset covers the entire 61 months of the machine’s operation from October 2011 to November 2016, which makes this the longest publicly available cluster trace to date. It consists of 2.1 million multi-node jobs collected by SLURM [45], an open-source cluster resource manager, and submitted by 565 users. Submission, start, and end times are available for every job, including the number of cores and nodes allocated, its duration, its time budget (a user-specified runtime estimate that if exceeded, causes the job to be killed), its owner, and job outcome information.

2.2 LANL Trinity supercomputer

In 2017, Trinity is the largest supercomputer at LANL, and it is used for capability computing. Capability supercomputers are a large-scale, high-demand resource introducing novel hardware technologies with the purpose of achieving crucial computing milestones, such as higher-resolution climate and astrophysics models. Trinity’s hardware was stood up in two pre-production phases before being put into full production use, and our trace was collected before the second phase completed. At the time of data collection, Trinity consisted of 9408 identical compute nodes, a total of 301056 Intel Xeon E5-2698v3 2.3GHz cores and 1.16PB RAM, making this the largest cluster with a publicly available trace by number of CPU cores.

Our Trinity dataset covers 3 months from February to April 2017. During that time, Trinity was operating in OpenScience mode, i.e., the machine was undergoing beta testing and was available to a wider number of users than when it is in production use, after receiving its final security classification. We note that OpenScience period workloads are expected to be representative of a capability supercomputer’s workload, and OpenScience periods occur roughly every 18 months when a new machine is introduced, or before an older one is decommissioned. The dataset, which we will henceforth refer to as OpenTrinity, consists of 25237 multi-node jobs issued by 88 users and collected by MOAB [1], an open-source cluster scheduling system. The information available in the trace is the same as that in the Mustang trace.

2.3 Private hedge fund firm cluster

We refer to the private company trace as the HedgeFund trace. It originates from two clusters operating in two datacenters of a private hedge fund firm. The workload consists of jobs analyzing financial data. A large fraction of those jobs are serviced by home-grown data analysis frameworks, while the rest are serviced by a Spark [49] installation. There are no long-running services, and datacenter resources are not over-committed. Between the two datacenters there are 1313 identical compute nodes, with a total of 31512 CPU cores and 328TB RAM.

The dataset covers 9 and 7 months of each datacenters’ operation respectively, starting in January 2016. It consists of 78.5 million tasks, most of which were collected by an internally-developed job scheduler running on top of Mesos, as part of 3.2 million jobs scheduled between the two datacenters. Unlike LANL, users do not have to specify a time limit when submitting a job, so job runtime is not budgeted as strictly. Another difference is that users can allocate individual cores (depending on the data analysis framework configuration), as opposed to entire physical nodes. The fields available in the trace are similar to those in the Trinity and Mustang traces. Since the workload is similar across both datacenters, we present results from both datacenters combined for the remainder of the paper.
Google cluster

In 2012, Google released a trace of the jobs that ran in one of their compute clusters [40]. This trace, being the largest non-HPC cluster trace, has been used extensively in the literature. It consists of 48 million tasks issued as part of 672074 jobs, some of which were issued through the MapReduce framework. The trace was collected over 29 days from a heterogeneous cluster of 12583 compute nodes in May 2011.

Google has not released the exact hardware specifications of each node type. Instead, as shown in Table 2, nodes are presented through distinct, anonymized platform names representing machines with different combinations of microarchitectures and chipsets [57]. Note that the number of CPU cores and RAM for each node in the trace have been normalized to the most powerful node in the cluster. In our analysis, we estimate the total number of cores in the Google cluster to be 106544. We derive this number by assuming that the most popular node type (Google B with 0.5 CPU cores) is a dual-socket server, carrying quad-core AMD Opteron Barcelona CPUs, which Google reportedly used in their datacenters in 2009-2010 [26]. Unlike previous workloads, this trace contains long-running services that often exceed the length of the trace. The unit of allocation at Google can be as small as a fraction of a CPU core [46].

3 Job characteristics

Many instances of prior work in the literature rely on the assumption of heavy-tailed distributions to describe the size and duration of individual jobs [2, 8, 14, 15, 39, 50]. In our analysis of the LANL and HedgeFund workloads these tails are often significantly lighter.

Observation 1: On average, jobs in the HedgeFund and LANL traces request 3 - 406 times more CPU cores than jobs in the Google trace. Job sizes in the LANL traces are more uniformly distributed.

Figure 1 shows the Cumulative Distribution Functions (CDFs) of job requests for CPU cores across all traces. We find that the 90% of smallest jobs in the Google trace request 16 CPU cores or fewer. The same fraction of jobs request 108 cores in the HedgeFund trace and 1535-16383 cores in the LANL traces. Very large jobs are actually more common outside Google. While less than 0.3% of jobs request more than one
percent of the cores in the Google cluster, such large resource requests are placed by 3% of jobs in HedgeFund, 20% of jobs in OpenTrinity, and 22% of jobs in Mustang. The latter two results are unsurprising, as LANL clusters are primarily used to run massively parallel scientific applications. Note that these requests are even larger for Trinity, which is 10 times larger than Mustang, but they are still expected for a cluster designed to push the scale boundary of scientific applications. The relatively high percentage is surprising for the HedgeFund cluster, however, even if we consider that the traced Google cluster is 3 times as big (so HedgeFund requests are expected to be smaller). An analysis of memory usage yields similar trends.

**Observation 2:** The median job in the Google trace is 4-5 times shorter than in the LANL or HedgeFund traces. The longest 1% of jobs in the Google trace, however, are 2-6 times longer than the same fraction of jobs in the LANL and HedgeFund traces.

Figure 2 shows the CDFs of job durations for all organizations. We find that in the Google trace, 80% of jobs last less than 12 minutes each. In the LANL and HedgeFund traces jobs are at least an order of magnitude longer. In HedgeFund, the same fraction of jobs last up to 2 hours and in LANL, they can last up to 3 hours for Mustang and 6 hours for OpenTrinity. Another way to view this data is that the percentage of jobs that last less than 12 minutes in LANL and HedgeFund ranges from 30-55%. Surprisingly, the tail end of the distribution is slightly shorter for the LANL clusters than for the Google and HedgeFund clusters. The longest job is 16 hours on Mustang, due to a hard time limit, 32 hours in OpenTrinity, 200 hours in HedgeFund, and at least 29 days in Google (the duration of the trace).

**Implications.** These observations impact the immediate applicability of job scheduling approaches whose efficiency relies on the assumption that the vast majority of jobs’ durations are in the order of minutes, and job sizes are insignificant compared to the size of the cluster. For example, Ananthanarayanan et al. [2] propose to mitigate the effect of stragglers by duplicating tasks of smaller jobs. This is an effective approach for Internet service workloads (Google and Facebook are represented in the paper) because the vast majority of jobs can benefit from it, without significantly increasing the overall cluster utilization. For the Google trace, for example, 90% of jobs request less than 0.01% of the cluster each, so duplicating them only slightly increases cluster utilization. At the same time, 25-55% of jobs in the LANL and HedgeFund traces request more than 0.1% of the cluster’s cores each, significantly decreasing the efficiency of the approach. This does
not consider the fact that at LANL tasks are also tightly-coupled and the entire job has to be duplicated.

Another example is the work by Delgado et al. [15], which improves the efficiency of distributed schedulers for short jobs by dedicating them a fraction of the cluster. This partition ranges from 2% for Yahoo and Facebook traces, to 17% for the Google trace where jobs are significantly longer, to avoid increasing job service times. For the HedgeFund and LANL traces we have shown that jobs are even longer than for the Google trace (Figure 2), so larger partitions will likely be necessary to achieve similar efficiency. At the same time, tasks running in the HedgeFund and LANL clusters are also larger (Figure 1), so service times for long jobs are expected to increase unless the partition is shrunk. Other examples of relevant approaches include task migration of short and small jobs [50], and hybrid scheduling aimed on improving head-of-line blocking for short jobs [14].

4 Workload heterogeneity

Another common assumption about cloud workloads that is derived from analyzing the Google trace, is that clouds are characterized by heterogeneity both in terms of the resources available to jobs, and in terms of job interarrival times [7, 24, 30, 46, 55]. The four new clusters we study, however, are homogeneous in terms of hardware (see Table 2), and activity follows well-defined diurnal patterns. These diurnal patterns, however, do not always manifest as expected, and the rate of scheduling requests varies significantly across clusters.

Observation 3: While diurnal patterns are evident, they don’t always emerge as expected. All traced clusters received more scheduling requests and smaller jobs during daytime, with the exception of the Google trace.

In Figure 3, we show the average number of job scheduling requests for every hour of the day (time is adjusted to the timezone where each datacenter is located). First, we note that despite serving users from different locations, diurnal patterns are evident in every trace. The activity, however, is concentrated at daytime (7AM to 7PM), which is in agreement with findings in the literature [36]. An exception to this is the Google trace, which is most active from midnight to 4AM.

Apart from job submissions, the sizes of submitted jobs are also correlated with the time of day. By analyzing the distribution of jobs’ duration and size, we find that longer, larger jobs in the LANL traces are typically scheduled during the night, while shorter, smaller jobs tend to be scheduled during the day. The reverse is true for the Google trace, and we have no information to conclude whether this is due to user habits, maintenance, or intentional to avoid impacting the latency of user-facing services running during the day. This trend also extends to the HedgeFund cluster, despite the diurnal pattern being similar to that in the LANL clusters (more jobs are scheduled during the day). This may be due to the HedgeFund cluster’s workload consisting of financial data analysis, which bears a dependence on stock market hours.

Observation 4: Scheduling request rates differ by up to 3 orders of magnitude between clusters. Sub-second scheduling decisions seem a necessity in order to keep up with the average workload.

One more thing that is evident from Figure 3 is that the rate of requests to the scheduler can differ significantly across clusters. For the Google and HedgeFund traces, hundreds to thousands of jobs are submitted every hour. On the other hand, LANL schedulers never receive more than 40 requests on any given hour. This could be related to the workload or just the number of users in the system, as the Google cluster serves 2 times as many user IDs as the Mustang cluster, and 9 times as many as Trinity.

Implications: Previous work such as Omega [46] and ClusterFQ [55] propose distributed scheduling designs especially applicable to heterogeneous clusters. This does not seem to be an issue for environments such as LANL and HedgeFund, which intentionally architect homogeneous clusters to lower performance optimization and administration costs. Scheduling constraints for jobs at LANL are supported by the job scheduler, but we find that users rarely relinquish control of the most powerful settings. For example, more
than 91% of jobs in the OpenTrinity trace disable the option allowing them to be voluntarily preempted if needed, and fewer than 8% of jobs accept to be scheduled using backfilling, i.e., best-effort, low-priority scheduling.

Another category of relevant prior work is that of scalable schedulers. Quincy [30] represents scheduling as a Min-Cost Max-Flow (MCMF) optimization problem over a task-node graph, and continuously refines task placement. The complexity of this approach, however, becomes a drawback for large-scale clusters such as the ones we study. Gog et al. [24] find that Quincy can require 66 seconds (on average) to converge to a placement decision in a 10,000-node cluster. The Google and LANL clusters we study already operate on that scale (Table 2). We have shown in Figure 3 that the average frequency of job submissions in the LANL traces is one job every 90 seconds, which implies that this scheduling latency may work, but this is will not be the case for long. Trinity is currently operating with 19000 nodes, and under the DoE’s Exascale Computing Project [38], 25 times larger (exascale) machines are planned within the next 5 years. Note that when discussing scheduling so far we have used the term job, since all nodes requested by a LANL job need to be available for the same time period. Placement algorithms such as Quincy, however, are targeted for task placement. In Figure 4, we show the average rate of task scheduling requests in the Google and HedgeFund traces. In those organizations, sub-second placement appears paramount.

An improvement to Quincy is Firmament [24], a distributed scheduler employing a generalized approach based on a combination of MCMF optimization techniques to achieve sub-second task placement latency on average. This latency, however, increases to several seconds as cluster utilization increases. For
Figure 4: Average task scheduling requests per hour of day in the traced Google and the HedgeFund clusters.

the HedgeFund and Google traces, where tasks arrive every 50-250ms, this can be problematic. Cluster utilization is discussed in detail in the next section.

5 Resource utilization

A well-known motivation for the cloud has been resource consolidation, with the intention of reducing equipment ownership costs. An equally well-known property of the cloud, however, is that its resources remain underutilized [6, 16, 33, 34, 40]. This is mainly due to a disparity between user resource requests and actual resource usage, which recent research efforts try to alleviate through workload characterization and aggressive consolidation [16, 31, 32]. Our analysis finds that user resource requests in the LANL and HedgeFund traces are characterized by higher variability than in the Google trace. We also look into job inter-arrival times and how they are approximated in systems’ evaluations, and whether starvation due to big jobs is a significant problem [55].

Observation 5: Unlike Google, none of the traced clusters we examine overcommit resources.

Unfortunately, the LANL and HedgeFund traces do not contain information on actual resource utilization. As a result, we can neither confirm, nor contradict results from earlier studies on the imbalance between resource allocation and utilization. What differs between organizations is the motivation for keeping resources utilized or available. For Google [40], Facebook [10], and Twitter [16], there is a tension between the financial incentive of maintaining only the necessary hardware to keep operational costs low, and the need to provision for low latency during peak utilization. This is usually resolved by over-provisioning hardware and auctioning available resources, since overall utilization will be low. For LANL, clusters are architected to accommodate a predefined set of applications, so high utilization is expected. Further motivation for ensuring high utilization is that it helps justify the federal funding used to procure and operate the large LANL clusters. For the HedgeFund cluster, provisioning for peak utilization is preferred, even though this leads to low overall utilization and resources are not rented out to third parties. This model makes sense in the context of businesses whose revenue may be heavily tied to the responsiveness of their analytics jobs.

In Figure 5, we show the average CPU allocation for every hour of the day for each of our traces. Memory allocation numbers are somewhat lower, albeit follow a similar trend. LANL is exception to this; CPU and memory curves for LANL are identical because resources are allocated at the granularity of physical, identical nodes. First, we note that resources are only over-committed in the Google trace. For the LANL
Figure 5: Allocated fraction of cluster CPU per hour of day. Memory utilization numbers are somewhat lower, albeit follow a similar trend.

Figure 6: CDF of job interarrival times.

traces, the fact that over-commitment is avoided is likely a sign that jobs are expected to utilize all of the allocated resources, and preventing performance jitter is considered more important. In the case of Trinity, the overall percentage of allocated resources is lower than expected because data collection took place while the machine was operating in OpenScience (beta) mode, so reduced load is not surprising.

**Observation 6:** The majority of job interarrivals are sub-second, and do not resemble a Poisson distribution.

Interarrival periods are a crucial parameter of an experimental setup, as they dictate the load on the system under test. Two common configurations are Poisson-distributed [28] or second-granularity interarrivals [16], and we find that neither characterizes interarrivals accurately. In Figure 6, we show the CDFs for job interarrival period lengths. Our attempts to fit a Poisson distribution on this data have been unsuccessful, as Kolmogorov-Smirnov tests [35] reject the null hypothesis with $p$-values $< 2.2 \times 10^{-16}$, so caution should be used when a Poisson distribution is assumed. Furthermore, we note that 44-62% of interarrival periods are sub-second, which implies that jobs arrive at a faster rate than previously assumed.

Another common assumption is that big jobs can starve small jobs. Earlier work [28, 55] classifies as
small jobs those with 150 tasks or fewer; other jobs are classified as big. In Figure 7 we show the CDFs for
the number of tasks per job across organizations. For the Google and HedgeFund trace, 96-98% of jobs are
small by the definition above, a fraction that is in agreement with data published for Facebook [28]. For the
LANL traces, a task is equivalent to a single CPU core and 150-core jobs make up 63-75% of jobs, with the
top 5% of jobs exceeding $10^3$ (Mustang) and $10^4$ (Trinity) cores.

Observation 7: User resource requests are more variable in the LANL and HedgeFund traces than in
the Google trace.

An obvious approach to combat cloud resource under-utilization is workload consolidation. To ensure
minimal interference, applications are typically profiled and classified according to historical data [16, 31].
Our analysis shows that this approach is likely to be less successful outside the Internet services world.
Specifically, we studied the variability of user resource requests for individual users by looking at the Co-
efficient of Variation $^1$ (CoV) across user requests. For the Google trace, we note that more than half of the
users issue jobs that stay within 2x of the average request in CPU cores. For the LANL traces, on the other
hand, 60% of users can deviate by 2-10x of their average request. For the HedgeFund trace, this is true for
80% of users.

Implications: A number of earlier studies of Google [40], Twitter [16], and Facebook [10] data have
highlighted the imbalance between resource allocation and utilization. Google tackles this issue by over-
committing resources, however as shown in Figure 5, this is not the case for the LANL and HedgeFund
trace. Another proposed solution is Quasar [16], a system that consolidates workloads while guaranteeing
a predefined level of QoS. This is achieved by profiling the job at submission, and then classifying it as
one of the previously encountered workloads; misclassifications are detected by inserting probes in the
running application. For LANL, this approach would be infeasible. First, jobs cannot be scaled down
for profiling, as submitted codes are often carefully configured for the requested allocation size. Second,
submitted codes are too complex to be accurately profiled in seconds, and probing them at runtime to detect
misclassifications can introduce performance jitter that is prohibitive in tightly-coupled HPC applications.
Third, in our LANL traces we often find that users tweak jobs before resubmitting them, as they re-calibrate
simulation parameters to achieve a successful run, which is likely to affect classification accuracy. Fourth,
resources are carefully reserved for workloads and utilization is high, as we showed in Figure 5, which
makes it hard to provision resources for profiling. For the HedgeFund and Google traces Quasar may be

---

$^1$The Coefficient of Variation is a unit-less measure of spread, derived by dividing a sample’s standard deviation by its mean.
a better fit, however, at the rate of 2.7 jobs per second (Figure 3), 15 seconds of profiling time [16] at submission time would result in an expected load of 6 jobs being profiled together. Since Quasar requires 4 parallel and isolated runs to collect sufficient profiling data, we would need resources to run at least 360 VMs concurrently to keep up with the average load (assuming the profiling time does not need to be increased for these jobs). Finally, Quasar [16] was evaluated using multi-second inter-arrival periods, so testing would be necessary to ensure that one order of magnitude more load can be handled (Figure 6), and that it will not increase the profiling cost further.

Another related approach to workload consolidation is provided by TSF [55], a scheduling algorithm that attempts to maximize the number of task slots allocated to each job, without favoring bigger jobs. This ensures that the algorithm remains starvation-free, however it results in significant slowdowns in the runtime of big jobs (with 100+ tasks). This would be prohibitive for LANL, where jobs must be scheduled as a whole, and big jobs are much more prevalent and longer in duration. Other approaches for scheduling and placement assume the availability of resources that may be unavailable in the clusters we study here, and their performance is shown to be reduced in highly-utilized clusters [25, 28].

6 Failure analysis

Job scheduler logs are often analyzed to gain an understanding of job failure characteristics in different environments [9, 18, 22, 23, 43]. This knowledge allows for building more robust systems, which is especially important as we transition to exascale computing systems where failures are expected every few minutes [48], and cloud computing environments built on complex software stacks that increase failure rates [9, 44]. We identify similarities and differences in the job characteristics for each of our traces, and describe the implications of our findings on related work.

Definitions. An important starting point for any failure analysis is defining what constitutes a failure event. Across all traces we consider, we define as failed jobs all those that end due to events whose occurrence was not intended by users or system administrators. We do not distinguish failed jobs by their root cause, e.g., software and hardware issues, because this information is not available across traces. There are other job termination states in the traces, in addition to success and failure. For the Google trace, jobs can be killed by users, tasks can be evicted in order to schedule higher-priority ones, or have an unknown exit status. For the LANL traces, jobs can be cancelled intentionally by users or administrators. For the HedgeFund trace, no event type other than failure is recorded. We group all these job outcomes as aborted jobs, and we collectively refer to failed and aborted jobs as unsuccessful jobs. Finally, there is another job outcome category. At LANL, users are required to specify a runtime estimate for each job. This estimate is also treated by the scheduler as a time limit, meaning that once it is exceeded, the job is killed. We refer to these as timeout jobs, and present them separately because the entire CPU time taken by the job is unlikely to be wasted for three reasons: (a) HPC jobs may use the timeout cut-off as a stopping criterion, (b) job state may be periodically checkpointed to disk, and (c) a job may complete its work before its time limit and fail to terminate cleanly.

Observation 8: Unsuccessful job terminations in the Google trace are 1.4-6.8x higher than in other traces. Unsuccessful jobs in the LANL traces use 34-80% less CPU time overall.

In Figure 8, we break down the total number of jobs (left), as well as the total CPU time consumed by all jobs by job outcome (right). First, we observe that the fraction of unsuccessful jobs is significantly higher (1.4-6.8x) for the Google trace, than for the other traces. This comparison ignores jobs that timeout for Mustang, because as we explained above, it is unlikely they represent wasted resources. We also note that almost all unsuccessful jobs in the Google trace are aborted. According to the trace documentation [57] these jobs could have been aborted by a user or the scheduler, or because jobs they depended on died.
As a result, we cannot rule out the possibility that these jobs were linked to a failure that was only visible to the user or scheduler. For this reason, prior work groups all unsuccessful jobs under the “failed” label [18]. Instead, we choose to group them under the “unsuccessful” label in Figure 8. Another fact that further highlights how blurred the line between failed and aborted jobs can be, is that all unsuccessful jobs in the HedgeFund trace are marked as failed, whether they were aborted or there was an actual failure.

Lastly, we should note that unsuccessful jobs are not equally detrimental to the overall efficiency of all clusters. While the rate of unsuccessful jobs for the HedgeFund trace is similar to the rate of unsuccessful jobs in the LANL traces, each unsuccessful job lasts longer. Specifically, unsuccessful jobs in the LANL traces waste 34-80% less CPU time than in the Google and HedgeFund traces. A final thing to note is that 49% of Mustang’s CPU time is allocated to jobs that time out after exceeding their time limit, which warrants further investigation into user behavior.

**Observation 9:** For the Google and OpenTrinity traces, most unsuccessful jobs request fewer resources than successful ones. This is untrue for Mustang and the HedgeFund trace.

In Figure 9, we show the CDFs of job sizes (in CPU cores) of individual jobs. For each trace, we show separate CDFs for unsuccessful and successful jobs. As was already noted in Figure 1, CPU requests for jobs in the Google trace are significantly smaller than requests in all other traces. By separating jobs based on their outcome in Figure 9, we observe that requests from successful jobs in the Google trace are smaller, overall, than those from unsuccessful jobs. This observation has also been made in earlier work [18, 22], but it does not hold for our other traces. CPU requests for successful jobs in the HedgeFund and LANL traces are similar to requests made by unsuccessful jobs².

**Observation 10:** Success rates decrease for jobs consuming more CPU hours in the Google and HedgeFund traces. The opposite is true in the LANL traces.

For all traces we analyze, the success of a job is not explicitly attributed to a software or hardware event. This distinction, if available, would be crucial when studying failure rates. For example, we expect that hardware failures are random events whose occurrence roughly approximates some frequency based on

---

²This trend is opposite to what is seen in older HPC job logs [58]. And because many of these traces were also collected through SLURM and MOAB, we do not expect this discrepancy to be due to semantic differences in the way failure is defined across HPC traces.
the components’ MTBF (Mean Time Between Failure) ratings. As a result, jobs that are larger and/or longer, would be more likely to fail. In Figure 10, we have grouped jobs based on the CPU hours they consume (a measure of both size and length), and we show the success rate for each group. The trend that stands out, is that success rates decrease for jobs taking more CPU hours in the Google and HedgeFund traces, but they are stable or decrease for both LANL clusters. One possible explanation for this is that larger, longer jobs at LANL are more carefully planned and tested. Another possible explanation is due to semantic differences (that we may be unaware of) in the way success and failure are defined.

Implications. The majority of papers analyzing the characteristics of job and task failures in the Google trace build failure prediction models that assume the existence of the trends we have shown on success rates, and the resource consumption of failed jobs. Chen et al. [9] highlight the difference in resource consumption between unsuccessful and successful jobs, and El-Sayed et al. [18] note that this is the second most influential predictor (next to early task failures) for their random forest-based failure prediction models. As we have shown in Figure 10, unsuccessful jobs may not be linked to resource consumption in other traces at all. Another predictor highlighted in both studies is job re-submissions. It is noted that successful jobs are re-submitted fewer times than unsuccessful ones. We confirm that this trend is consistent across all traces, even though the majority of jobs (83-93%) are submitted exactly once. A final observation that does not hold true for LANL is that CPU time “wasted” due to unsuccessful jobs increases with job runtime [18, 23].

7 A case study on dataset pluralism

Evaluating systems against multiple traces enables researchers to identify practical sensitivities of their design and implementation. It also allows claims on the wide applicability of novel techniques to be grounded on data. We demonstrate this through a case study on JVuPredict, the job runtime\(^3\) predictor module of the JamaisVu [51] cluster scheduler. Our evaluation of JVuPredict with all four traces revealed the predictive power of logical job names and consistent user behavior in workload traces, and the difficulty of obtaining accurate runtime predictions in systems that cannot provide enough information to the scheduler to identify

\(^3\)The terms runtime and duration are used interchangeably here.
job re-runs. This section briefly describes the architecture of JVuPredict (Section 7.1), and our evaluation results (Section 7.2).

7.1 JVuPredict background

JamaisVu [51] is an end-to-end cluster scheduling system that automatically decides how to use historic data from the cluster’s operation to generate and exploit job runtime predictions. Accurate knowledge of job runtimes allows a scheduler to pack jobs more aggressively in a cluster [12, 19, 54], or to delay a high-priority batch job to schedule a latency-sensitive job without exceeding the deadline of the batch job. In heterogeneous clusters, knowledge of a job’s runtime can also be used to decide whether it is better to immediately start a job on hardware that is sub-optimal for it, let it wait until preferred hardware is available, or simply preempt other jobs to let it run [3, 52].

Traditional approaches for obtaining runtime knowledge are often as trivial as expecting the user to provide an estimate, an approach used in HPC environments such as LANL. As we have seen in Section 6, however, users often use these runtime estimates as a stopping criterion (jobs get killed when they exceed them), specify a value that is too high, or simply fix them to a default value. Another option is to detect jobs with a known structure that are easy to profile as a means of ensuring accurate predictions, an approach followed by systems such as Dryad [29], Jockey [21], and ARIA [53]. For periodic jobs, simple history-based predictions can also work well [12]. But these approaches are still inadequate for consolidated clusters without a known structure or history.

JVuPredict, the runtime prediction module for JamaisVu, aims to predict a job’s runtime when it is submitted, using historical data on past job characteristics and runtimes. It differs from traditional approaches by attempting to detect jobs that repeat, even when successive runs are not declared as repeats. To do this, it uses the features of submitted jobs, such as user IDs and job names, to build multiple independent predictors. These predictors are then evaluated based on the accuracy achieved on historic data, and the most accurate one is selected for future predictions. Once a prediction is made, the new job is added to the history and the accuracy scores of each model are recalculated. Based on the updated scores a new predictor is selected, and the process is repeated.
7.2 Evaluation results

JVuPredict had originally been evaluated using only the Google trace. Although predictions are not expected to be perfect, performance under the Google trace was reasonably good, with 86% of predictions falling within a factor of two of the actual runtime. This level of accuracy is sufficient for the JamaisVu scheduler, which further applies techniques to mitigate the effects of such mispredictions. In the end, the performance of JamaisVu with the Google trace is sufficient to closely match that of a hypothetical scheduler with perfect job runtime information, and to outperform runtime-unaware scheduling [51]. This section repeats the evaluation of JVuPredict using our three new traces. Our criterion for success is meeting or surpassing the prediction accuracy achieved with the Google trace.

A feature expected to effectively predict job repeats is the job’s name. This field is typically anonymized by hashing the program’s name and arguments, or simply by hashing the user-defined human-readable job name provided to the scheduler. For the Google trace, predictors using the logical job name field are selected most frequently by JVuPredict due to their high accuracy.

Figure 11 shows our evaluation results. On the x-axis we plot the prediction error for JVuPredict’s runtime estimates, as a percentage of the actual runtime of the job. Each data point in the plot is a bucket representing values within 5% of the nearest decile. The y-axis shows the percentage of jobs whose predictions fall within each bucket. Overestimations of a job’s runtime are easier to tolerate than underestimations, because they cause the scheduler to be more conservative when scheduling the job. Thus, the uptick at the right end of the graph is not alarming. For the Google trace, the total percentage of jobs whose runtimes are under-estimated is 32%, with 11.7% of underestimations being lower than half the actual runtime. We mark these numbers as acceptable, since performance of JVuPredict in the Google trace has been proven exceptional in simulation.

Although the logical job name is a feature that performs well for the Google trace, we find it is either unavailable, or unusable in our other traces. This is because of the difficulty inherent in producing an anonymized version of it, while maintaining enough information to distinguish job repeats (we elaborate more on this in Section 8.1). Instead, this field is either assigned a unique value for every job, or entirely omitted from the trace. All three traces we introduce in this paper suffer from this limitation. The absence of the field, however, seems to not affect the performance of JVuPredict significantly. The fields selected...
by JVuPredict as the most effective predictors of job runtime for the Mustang and HedgeFund traces are:
the ID of the user who submitted the job, the number of CPU cores requested by the job, or a combination
of the two. We find that the HedgeFund workload achieves identical performance to Google: 31% of job
runtimes are underestimated, and 14.8% are predicted to be less than 50% of the actual runtime. The
Mustang workload is much more predictable, though, with 38% of predictions falling within 5% of the
actual runtime. Still, 16% of job runtimes were underestimated by more than half of the actual runtime.
The similarity between the HedgeFund and Mustang results, with the ones achieved for the Google trace,
suggests that JamaisVu would also perform well under these workloads.

OpenTrinity performs worse than every other trace. Even though the preferred predictors are, again,
the user ID and the number of CPU cores in the job, 55% of predictions have been underestimations. Even
worse, 24% of predictions are underestimated by more than 95% of the actual runtime. A likely cause for
this result is the variability present in the trace. We are unsure whether this variability is due to the short
duration of the trace, or due to the workload being more inconsistent during the OpenScience configuration
period.

In conclusion, two insights were obtained by evaluating JVuPredict with multiple traces. First, we find
that although logical job names work well for the Google trace, they are hard to produce in anonymized form
for other traces, so they may often be unavailable. Second, we find that in the absence of job names, there
are other fields that can substitute for them and provide comparable accuracy in 2 of 3 traces. Specifically,
the user ID and CPU core count for every job seem to perform best for both HedgeFund and the Mustang
trace.

8 Discussion: Limiting factors of traces

Working with traces often forces researchers to make key assumptions as they interpret the data, in order
to cope with missing information. An example of this, which we encountered in Section 6, are ad-hoc
classifications of the severity of failures when information on root causes is missing. Missing information
leaves aspects of the data open to interpretation, which is usually necessary. This necessity stems from
restrictive anonymization of data features in order to protect the organization releasing the data. We discuss
our experience with this process in Section 8.1. Another common assumption is that a trace is representative
of the overall system workload. This is a reasonable assumption for longer traces, but the Google trace
covers 29 days; we examine whether this is sufficient to characterize the workload in our other traces in
Section 8.2 (hint: it’s not).

8.1 Data anonymization

There is an inherent trade-off to anonymization. Strict anonymization makes is harder to glean confidential
or proprietary information from the data [37, 41]. At the same time, it reduces the value of the data by
altering important characteristics, such as the distribution of a feature’s values. We find that anonymization
techniques are primarily decided based on their implementation complexity, even if they reduce the overall
value of the data. Two such techniques are: tokenizing the data by replacing all occurrences of a value with
the same token, or removing features altogether.

Two fields are especially affected by these anonymization techniques. The first is the job name. In
the Google trace, this field is a hash of the program’s name and parameters, making it easy to track job
re-runs. Anonymizing this field proved to be time-consuming for the people processing the HedgeFund and
LANL traces so it was either removed, or replaced by a unique value per job. The difficulty in preserving
this field stemmed from the complexity of user job scripts submitted to the scheduler, which often contain
conditionals that make it hard to distinguish which program was used. The second field is the pair of the user
Figure 12: Is a month representative of the overall workload? The boxplots show distributions of the average job inter-arrival period (left) and duration (right) per month, normalized by the trace’s overall average. The boxplot whiskers are defined to be 1.5 times the Inter-Quartile Range of the distribution (standard Tukey boxplots).

and group IDs, which got anonymized through tokenization. This process removed information that could be used to identify a user’s role in the system such as administrators, who tend to display unique behavior that is typically uncharacteristic of typical users. For the LANL traces we have confirmed administrator IDs and marked them accordingly.

8.2 Trace Length

A common (unwritten) assumption when using or analyzing a trace, is that it sufficiently represents the workload of the environment wherein it was collected. However, the Google trace covers only a 29-day period, while the traces we introduce in this paper are 3-60 times longer. We were unsure whether the trace length makes a difference beyond the 29-day mark of Google, so next we examine how representative individual 29-day periods can be for our HedgeFund and Mustang traces, especially given that the Mustang trace covers the entire lifetime of the cluster.

Our experiment consisted of dividing our traces in 29-day “months”. For each such month we then compared the distributions of individual metrics against the overall distribution for the full trace. The metrics we considered were the job sizes, durations, and interarrival periods. Figure 12 summarizes our results by comparing the averages of different metrics for each month against the overall average across the entire trace. The boxplots show the distributions of average job interarrivals (left) and durations (right) per month, when normalized by the overall average for the trace. The boxplots are standard Tukey boxplots, where the box is framed by the 25th and 75th percentiles, the dark line in the box represents the median, and the whiskers are defined as 1.5 times the Inter-Quartile Range (IQR) of the distribution, or the furthest data point if no outliers exist (shown in circles here). We see that individual months can vary significantly for the Mustang trace, and they can differ somewhat less across months in the HedgeFund trace as well. More
specifically, the average job interarrival of a given month can be 0.7-2.0x the value of the overall average in the HedgeFund trace, or 0.2-24x the value of the overall average in the Mustang trace. Average job durations can fluctuate between 0.7-1.9x of the average job duration in the HedgeFund trace, and 0.1-6.9x of the average in the Mustang trace. Overall, our results conclusively show that both interarrivals and job durations display significant differences from month to month.

9 Related Work

The Parallel Workloads Archive (PWA) [20] hosts the largest collection of public HPC traces. At the time of this writing, 38 HPC traces have been collected between 1993 and 2015, and contributed mainly by government organizations and universities. Our HPC traces complement this collection. The Mustang trace is almost two times longer in duration than the longest publicly available trace, covers the entire lifetime of the cluster, and contains four times as many jobs. We should note that only three traces in the archive originate in machines that are similar or larger in size to Mustang, and the trace we release is three times longer than the longest of those traces. More importantly, the Mustang trace covers the entire lifetime of the machine, enabling complete longitudinal analyses. The Trinity trace is also complementary to existing traces, as it is collected on a machine almost two times bigger than Argonne National Lab’s Intrepid, which is the largest supercomputer with a publicly available trace as far as CPU core count is concerned.

Prior studies have looked at private cluster traces, specifically with the aim of characterizing MapReduce workloads. Ren et al. [42] examine three traces from academic Hadoop clusters in an attempt to identify popular application styles and characterize the input/output file sizes, the duration, and the frequency of individual MapReduce stages. As expected the clusters studied handle significantly less traffic than the Google and HedgeFund clusters we examine. Interestingly, a sizable fraction of interarrival periods for individual jobs are longer than 100 seconds, which is more reminiscent of our HPC workloads. At the same time, however, the majority of jobs last less than 8 minutes, which approximates the behavior in the Google trace. Chen et al. [10] look at both private clusters from Cloudera customers, and Internet services clusters from Facebook. On the one hand, their private traces cover less than two months, while on the other hand their Facebook traces are much longer than the Google trace. Despite that, we find similarities in traffic, as measured in job submissions per hour. Specifically, Cloudera customers’ private clusters deal with hundreds of job submissions per hour, a traffic pattern similar to our HedgeFund cluster, while Facebook handles upwards of a thousand submissions per hour, which is more related to traffic in the Google cluster.

Other studies that look at private clusters focus on Virtual Machine workloads. Shen et al. [47] analyze two datasets consisting of monitoring data from individual VMs in two private clusters. They report high variability in resource consumption across VMs, but low overall cluster utilization. Cano et al. [5] examine telemetry data from 2000 clusters of Nutanix customers. The frequency of telemetry collection varies from a minute to a day, and includes storage and CPU measurements, as well as repair and maintenance events. The authors report fewer hardware failures in these systems than previously reported in the literature. Cortez et al. [11] characterize the VM workload on Azure, Microsoft’s cloud computing platform. They also report low cluster utilization, in addition to low job size variability per tenant.

Conclusion

We have introduced and analyzed three cluster job scheduler traces: a private cluster trace, and traces from two HPC clusters. We publicly release both HPC cluster traces, which we expect to be of interest to researchers due to their unique characteristics: the Mustang trace covers the entire lifetime of the cluster it was collected in, and is the longest publicly available cluster trace to date; the Trinity trace represents the largest supercomputer (in terms of CPU core count), with a publicly available trace.
Our analysis showed that the workload in the private cluster approximates more closely the characteristics of the HPC traces we studied, rather than the workload in the popular Google cluster trace, which is surprising. This observation holds across many facets of the workload: job sizes and duration, user request variability, and the fact that resources are not over-committed to jobs. We also listed differences and similarities across other facets of the workload, and work from the literature that is affected by our findings.

Finally, we demonstrated the importance of using multiple datasets in the evaluation of new research. For the job runtime prediction module of the JamaisVu cluster scheduler, we show that using more than one trace allowed us to reliably rank data features by predictive power. We hope that by providing traces from contemporary systems, we will enable researchers to better understand the dependence and sensitivity of their techniques to different workload characteristics.
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